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Tieto Corporation develops and maintains an enterprise resource planning system (ERP) for 
 a large forest industry corporation. In addition to the ERP system, a mobile application is 
 developed.  The  mobile  application  calls  the  services  of  the  ERP  system  via  application 
 programming interfaces (API) that are deployed in cloud. The primary goal of this thesis is 
 to find out how APIs should be designed and maintained. Secondary goal is to come up with 
 a design and management scheme for an API. The study suggests that the design of APIs is 
 quite  well  studied  topic in  literature.  On  the  contrary,  API  management  has  been  studied 
 slightly  less.  Based  on  literature,  an  API  management  framework  is  introduced,  and  API 
 management is designed for a single API. The result of the study also includes an overview 
 of  API  management  and  design  for  one  API.  Based  on  the  study,  it  can  be  said  that  the 
 introduced  framework  can  be  utilized  in  the  design  of  an  API  management  framework. 


However,  the  quality  of  the  introduced  designs  of  API  and  its  management  scheme  are 
difficult to evaluate. The evaluation and implementation are left for a future study.



(4)1 



TABLE OF CONTENTS 


1 INTRODUCTION ... 3


1.1 Background ... 3


1.2 Goals and delimitations ... 5


1.3 Structure of the thesis ... 6


2 LITERATURE ... 7


2.1 Application programming interfaces... 8


2.2 API design ... 10


2.3 API management ... 22


3 API MANAGEMENT FRAMEWORK ... 34


3.1 Design ... 35


3.2 Version management ... 35


3.3 Documentation ... 37


3.4 Testing ... 38


3.5 Runtime and release management ... 39


3.6 Resources, methods and naming ... 39


4 FRAMEWORK IN PRACTICE ... 41


4.1 API design ... 41


4.2 API management design ... 48


5 RESULTS ... 53


6 DISCUSSION AND CONCLUSIONS ... 55


REFERENCES ... 56


APPENDIX 1. REST API DESIGN BEST PRACTICES ... 62


APPENDIX 2. DESCRIPTION OF USE CASE: UNIT RELABELING ... 65


  



(5)2 



LIST OF SYMBOLS AND ABBREVIATONS 


API  Application Programming Interface 
 CRUD  Create, Read, Update, Delete 


DNS  Domain Name System 


ERP  Enterprise Resource Planning 


HATEOAS  Hypermedia As The Engine Of Application State 
 HTTP  Hypertext Transfer Protocol 


IDE  Integrated Development Environment 
 JSON  JavaScript Object Notation 


MIME  Multipurpose Internet Mail Extensions 
 PDF  Portable Document Format 


RAML  RESTful API Modeling Language 
 REST  Representational State Transfer 
 SAML  Security Assertion Markup Language 
 SLA  Service-Level Agreement 


SOAP  Simple Object Access Protocol 


SSL/TLS  Secure Sockets Layer/Transport Layer Security 
 URI  Uniform Resource Identifier 


XML  eXtensible Markup Language 



(6)3 



1  INTRODUCTION 


Application programming interfaces (API) are one of the essential components in developing 
 complex  mobile  applications.  This  is  partly  due  to  APIs  providing  the  means  for 
 sophisticated communication between wireless mobile  devices and  back-end servers.  The 
 inclusion  of  APIs  in  an  application  may  prolong  the  lifecycle  of  a  software  product  and 
 allows  interaction  with  other  applications  which  is  often  essential  (Orenstein,  2000).  In 
 recent years, the explosive growth in the number of wireless devices, like smart phones, has 
 led  to  similar  growth  in  mobile  application  development.  Consequently,  the  number  of 
 application programming interfaces published in the web has also grown as  evidenced by 
 API  tracking  sites  like  ProgrammableWeb.  As  of  September  2019,  the  site  tracks  over 
 22 000 APIs when this number was close to 6 000 in 2012 (Garber, 2013). Another reason 
 for  the  growing  popularity  of  APIs  is  that  many  applications  today  utilize  the  services 
 provided by others to build their own core functionality (Garber, 2013). For example, over 
 a  million  web  sites  use  Google  Maps  API  to  provide  map  functionality  for  visitors  (De, 
 2017).  One  of  the  challenges  regarding  APIs  is  the  management.  That  is,  how  to  design, 
 manage changes, automate testing and document the APIs among other activities. Improper 
 management  could  reduce  the  benefits  gained  from  utilizing  APIs.  One  of  the  largest 
 information and communication technology corporations in Finland, Tieto Corporation, is 
 aiming  to  develop  a  mobile  application  for  a  long-standing  enterprise  resource  planning 
 system which has been in production use for over two decades. To establish communication 
 between the mobile app and the ERP system, APIs  should be developed and deployed in 
 cloud.  In this thesis, we will look at how to  design APIs and API management in Tieto’s 
 case. 


1.1  Background 


The software system that is covered in this study (later referred to as “the ERP system” or 


“the system”) is an enterprise resource planning (ERP) software managed and developed by 
Tieto  Corporation  for  a  global  company  operating  in  the  forest  industry.  The  system  is 
specifically tailored for the needs of the customer and encloses many business functions such 
as order handling, production planning, logistics, invoicing and reporting. The first version 
was released already in 1996 and it has since then been in production use. During over two 
decades  of  operation  the  system  has  constantly  received  improvements  and  changes  of 
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differing size as releases and patches. The development effort is done in a distributed manner 
 across continents by dozens of developers, testers and other staff members. 


In 2018, the need for a mobile application on top of the system was identified. The mobile 
 application will start off simple, with few functionalities, and grow larger and more diverse 
 as the business  needs  show up. Couple use cases  for the mobile application have already 
 been proposed and identified as of December 2018. One of these is a relabeling application 
 which allows storage workers working at paper reel warehouses to print out new labels for 
 paper reels by scanning the barcode of existing labels using a smart phone. In order to work, 
 the  mobile  application  needs  to  exchange  data  with  the  ERP  system  and  its  services  that 
 contain business logic. Thus, there is a need to develop application programming interfaces 
 for  existing  services  and  publish  them  online.  The  plan  is  to  host  a  series  of  APIs  on 
 Microsoft Azure cloud platform to allow standardized access. The process flow would then 
 be as follows: First, a barcode is scanned using barcode reader in a smartphone. Second, the 
 mobile application calls Azure cloud API with the details from the barcode to request new 
 set of data, for example, new mill order number and shipping date. Third, API processes the 
 call and forwards it to the ERP service. Last, the ERP service returns data to the API which 
 then returns it to the mobile application. 


The  objective  is  to  move  from  complex  service  content  to  more  simplified  and  more 
 available format. Currently, services are called directly from the core of the system or via 
 JavaScript object notation (JSON) interface. These service calls require non-standard calls 
 when calls through Azure API with standardized technique and format would be preferred. 


As an example, one functionality of the mobile application requires three pieces of data from 
 unit level (‘unit’ meaning paper reels) from the ERP system, but the unit level contains over 
 one hundred fields.  Is it better to build an API which returns three fields, or all of them? 


What happens when some other functionality requires five fields instead of three? The digital 
transformation to make ERP system services available as APIs will follow the basic  flow 
introduced  in  “Cloud  Customer  Architecture  for  API  Management”  by  Cloud  Standards 
Customer  Council  (2017).  As  illustrated  in  figure  1,  the  transformation  starts  from  an 
existing enterprise IT investment which in this case is the ERP system. Some of the services 
of the ERP system will be exposed as APIs in cloud after which developers can consume the 
APIs to develop the mobile app and eventually fulfill the use cases. 
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Figure 1. Enterprise  digital  transformation.  Adapted  from  the  white  paper  by  Cloud 
 Standards Customer Council (2017). 


The ERP system contains over 5000 different business services many of which need to be 
 published in cloud eventually. The problem is how to design and manage the abundance of 
 APIs. Without proper upfront planning the APIs will be needlessly difficult and expensive 
 to  manage.  The APIs  need to  be managed, tested and documented consistently. Also,  the 
 cost versus complexity viewpoint should be considered. Developing multiple APIs has the 
 potential  to  be  simpler  than  having  one  API  that  includes  the  interface  to  5000  services. 


However,  a  single  API  has  lower  cost  attached  to  it,  but  possibly  with  more  complex 
 management  as  a  flip  side.  Some  of  the  largest  cloud  providers  offer  their  own  API 
 management  solutions  such  as  Microsoft  Azure  API  Management  and  Amazon  API 
 Gateway. These 3rd party offerings have the drawback of their price and, in some cases, poor 
 customizability. Thus, the development of an in-house API management solution should also 
 be  considered.  In  addition  to  the  case  specific  challenges,  some  general  web  API  related 
 challenges have to be managed. Such challenges include service availability, latency and the 
 quality of service (Wittern et al., 2017). 


1.2  Goals and delimitations 


The main goal of this study is to find out what literature says about API management and 
 design, then build a framework to support the API management of ERP cloud entities. The 
 framework should strike a balance between cost and complexity while also being grounded 
 in literature. A literature review on cloud API offerings, API design and API management 
 is conducted to support the framework. The theory part of the study is limited to APIs in the 
 context of the ERP system. API security is briefly touched upon, but the focus is on API 
 design and management including topics such as change management, automated testing and 
 documentation. The study is limited to literature review and design. Implementation is out 
 of the scope. The research questions that are answered in the context of the ERP system are: 


1.  How to design APIs? 
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2.  How to manage APIs in practice so they stay up to date? 


3.  How to manage changes and new requests to APIs? 


The outcome of the study includes three main artifacts: literature review, API management 
 framework and design of a cloud API with API management. API management framework 
 is introduced in the context of the ERP system and the mobile application which is built on 
 top of the system. The design of cloud API and API management is an attempt at putting the 
 framework  to  use  by  applying  the  guidelines  and  principles  to  application  programming 
 interfaces.  The  goal  with  the  API  design  is  to  test  the  suitability  of  the  management 
 framework  and  set  an  example  of  a  design.  The  development  and  implementation  of  the 
 APIs and the API management platform are not done in this study, but rather conducted later 
 as regular development activity within the company. 


1.3  Structure of the thesis 


This thesis is divided into theory and design sections. In chapter 2 the literature surrounding 
 the  topic  of  the  study  is  reviewed.  In  chapter  3,  the  API  management  framework  is 
 introduced.  In  chapter  4,  the  design  for  an  example  API,  the  UNIT  API,  is  discussed. 


Additionally,  the  design  for  Microsoft  Azure  API  management  for  the  UNIT  API  is 
introduced. The results of the study are presented in chapter 5. Lastly, discussion about future 
research and conclusions are in chapter 6. 
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2  LITERATURE 


Literature  review  is  conducted  to  get  information  on  API  design  and  management. 


Information  on these topics  is  needed to  establish a  basis on which to  ground  any  design 
 decisions and conclusions that are made in the second part of this thesis. Thus, many of the 
 arguments made for or against some solution concerning API management framework or the 
 design of API management can be justified using the findings in literature review. In the first 
 part of the literature review, the focus is on API design best practices. Second part of the 
 literature review is centered on the management of APIs. In the context of this thesis, API 
 management  includes  change  management,  testing,  documentation  and  general  API 
 lifecycle management. Basic knowledge on the topic of APIs is assumed from the reader. 


Material for the literature review is primarily retrieved from Lappeenranta Academic Library 
 collection and the international e-materials collection (including databases of ACM, IEEE 
 and others) that the library provides for university staff and students. Some material is also 
 retrieved  from  other  research  databases  such  as  Google  Scholar.  The  literature  review 
 process starts by coming up with relevant search terms for the topics. Search terms are made 
 accurate enough so that search results would not return hundreds or thousands of records. 


For example, instead of  simply searching for “API” the search is done using for example 


“API automated testing” to limit the results. Search queries are first run on the Lappeenranta 
 Academic  Library  collection  which  is  the  smaller  of  the  two  previously  introduced 
 collections and primarily contains books, some of which are interesting from the thesis’ point 
 of view. The search results are browsed through, and any interesting titles are opened for the 
 abstracts to be skimmed in more detail. Also, the references of the interesting search results 
 are examined to find further material. The search for material continues like this in a tree-
 like structure, skimming through the documents and its references until the topic changes or 
 same references start to appear time and again. Same process is repeated on the international 
 collection. The literature review material gathering process can be halted when each of the 
 topics is covered to a satisfactory extent, same references start to pop up and the rate of new 
 material emerging begins to noticeably slow down. 


Based on the literature search process it can be said that both topics have a well-established 
collection of material. It seems that API design has been studied more extensively than API 
management.  Design  guides  and  principles  for  the  topic  of  application  programming 
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interfaces can be found from both independent and dependent sources. Best practices and 
 tools  for  management  are  readily  available,  although  software  and  material  published  by 
 cloud vendors often has a price tag attached to them. 


2.1  Application programming interfaces 


In this section, APIs are examined further. The focus is on design and management of APIs, 
 especially  APIs  in  the  cloud.  Additionally,  some  existing  solutions  for  design  and 
 management problems are discussed. The largest cloud providers have published their own 
 tools and methodologies for implementing API management and design. Also, many kinds 
 of third-party software are available for API management purposes. APIs can be private or 
 public. They can also include often used programming frameworks such as Windows .NET 
 (Stylos & Myers, 2016). This section will focus on private APIs which are the type of APIs 
 that will be developed in Tieto in this case. 


According to Garber (2013), APIs are on the rise and this is due to API technology being 
 one of the enablers for cloud computing and mobile technologies. Garber states that APIs 
 play  an  important  role  in  integration  between  different  applications  and  devices.  For 
 example, the sharing of photos between platforms is enabled by APIs. In particular, Garber 
 emphasizes  the  fact  that  APIs  are  the  easiest  way  to  enable  connection  between  mobile 
 applications  and  back-end  applications.  The  typical  features  of  mobile  devices  should  be 
 considered  when  designing  APIs.  Limited  computing  power,  limited  storage  and  limited 
 battery mean that achieving better performance requires minimizing the number of API calls 
 and optimizing the data content of the calls (Garber, 2013).  


In literature the definitions for application programming interface have some variance. For 
 example,  Stylos  &  Myers  in  their  article  “Mapping  the  Space  of  API  Design  Decisions” 


(2007, p. 51) define an  API as  “a collection of  existing code that other programmers  can 
call”. Furthermore, they suggest that API calls are often used to achieve programming goals, 
such as retrieving data from other systems. Finally, Stylos & Myers (2007) note that often 
the  definitions  between  seemingly  similar  entities  such  as  libraries,  frameworks, 
development kits, toolkits and APIs are used interchangeably, and they can all be seen as 
variations  of  API  as  the  differences  between  the  four  are  somewhat  small.  Orenstein  has 
perhaps  a  more  metalevel  approach  when  he  defines  API  in  his  article  “Application 
Programming Interface” (2000, p. 66) as “a description of the way one piece of software 
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asks another program to perform a service”. Orenstein emphasizes the fact that APIs are 
 needed everywhere, in operating systems as well as in banking. In their book “API-talous 
 101” (2018), Moilanen et al. have a manifold definition of API. They see APIs mainly from 
 the business point of view as services that are offered to customers. According to them, an 
 API can be a part of a physical product, a product in itself, or a part of a digital product. API 
 can  also  be  an  interface  to  a  resource,  to  an  underlying  physical  device  or  to  a  software 
 system, such as an ERP. All in all, the definition of application programming interface is 
 quite well established in the literature. Different authors have published definitions that are 
 slightly different from each other and have varying emphasis but share the same core idea 
 of APIs. 


The  interaction  process  with  web  APIs  is  often  the  same.  Developers  create  applications 
 which  make  calls  to  web  APIs  utilizing  HTTP,  TCP  and  IP  in  application,  transport  and 
 network layers respectively. The API exposes a set of resources which are identified by their 
 URLs. These resources describe the interaction scheme. The semantics, on the other hand, 
 are depending on HTTP methods. In other words, the result of the call depends on the HTTP 
 verb that was used. The connection to the web API server is established and afterwards the 
 data transfer can begin. (Bermbach & Wittern, 2019) 


According to Stylos & Myers (2007), there are four main reasons as to why APIs should be 
 implemented  and  utilized.  Firstly,  APIs  save  development  time  by  allowing  the  reuse  of 
 code. Secondly, an API is very good at hiding information which enables the possibility to 
 modify  the  implementation  of  an  application  while  still  preserving  functional  API  calls. 


Thirdly,  due  to  the  ability  to  reuse  code,  same  APIs  can  be  used  in  multiple  applications 
providing end users with similar user experience across platforms and avoiding the need for 
re-learning. For example, text editor software can have similar appearance and functionality 
in  a  web-based  forum  and  intranet  support  ticket  application.  Thus,  user  can  use  both 
applications efficiently by learning only one of them. Lastly, APIs can establish otherwise 
difficult  to  create  connections  between  applications.  In  this  thesis’  case,  establishing  a 
connection between mobile application and 1990’s ERP software system is not necessarily 
the easiest of tasks without the leverage provided by API technology. Security is established 
by using well-known security approaches such as SSL/TLS, OAuth and OpenID Connect. 
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Garber (2013) continues to talk about the advantages of APIs by stating that utilization of 
 APIs in cloud can be used to publish distributed resources online. Additionally, APIs provide 
 developers  with  flexibility  and  security.  Flexibility  can  be  seen  in  the  fact  that  new 
 functionality  can  be  made  available  by  simply  developing  new  API  or  updating  an  old 
 interface.  (Garber,  2013)  Furthermore,  a  stack  of  APIs  is  a  prime  target  for  generating 
 analytics because all communications between the mobile application and the ERP system 
 go through the APIs. 


API design solutions and recommendations have been published by many authors. The most 
 relevant recommendations for this thesis are examined next in chapter 2.2 API design. Some 
 of the recommendations are more platform specific and focus on implementation like Bob 
 Familiar’s  book  “Microservices,  IoT,  and  Azure:  Leveraging  DevOps  and  Microservice 
 Architecture to Deliver SaaS Solutions” (2015), while others have put out more general and 
 platform  independent  recommendations  on  API  design,  for  example  Joshua  Bloch’s 
 presentation “How to Design a Good API and Why it Matters” (2006). 


2.2  API design 


The  design  of  APIs  is  discussed  next  from  the  best  practices  point  of  view.  The  level  of 
 discussion is intentionally kept general. Pedantic code examples and fine-grained details are 
 omitted to keep the design chapter compact. Also, as noted by Stylos & Myers (2007) the 
 space  of  API  design  decisions  is  huge.  Considering  the  purpose  of  this  thesis,  listing 
 everything is neither feasible nor reasonable. To limit the size of the chapter, the goal is to 
 give the reader some general guidelines and best practices on how to design APIs.  


As  noted  by  Maleshkova  et  al.  (2010),  the  current  web  APIs  are  quite  heterogenous  and 
standards for API development are not yet matured meaning that it is difficult to define the 
properties of a typical web API. Thus, only guidelines for API design can be given. A list of 
best practices collected by Petrillo et al. (2016) can be found in appendix 1. For step by step 
implementation of APIs, more thorough guides such as “Practical API Design: Confessions 
of a Java Framework Architect” by Tulach (2008) or “ASP.NET Web API 2: Building a 
REST  Service  from  Start  to  Finish”  by  Kurtz  &  Wortman  (2014)  should  be  read.  API 
usability, in particular, has been studied quite extensively. Also, the major cloud providers, 
Microsoft, Google and Amazon, have published design guides for APIs. 
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To start designing an API it is important to consider the stakeholders and their needs. Stylos 


& Myers (2007) identify API designers, API users and consumers of products as the most 
 important stakeholders. API designers are mostly concerned with the adoption of the APIs 
 and minimizing support and development costs. API users, on the other hand, develop new 
 software  products  that  consume  APIs.  Their  main  goal  is  to  develop  software  fast  and 
 efficiently which requires certain attributes from the APIs that are being consumed. Finally, 
 consumers of the products want the software to include needed features without bugs. The 
 design of APIs should consider the needs of all stakeholders. Higher impact on stakeholders 
 means  more  important  design  decision.  Different  decisions  can  be  important  in  different 
 ways. Some decisions are made frequently while others are only made once in the lifecycle 
 of an API. Also, some decisions are hard to make and often end up far from optimal while 
 others  are  easier  to  make  and  have  existing  recommendations  to  help.  High-level  quality 
 attributes that are important for APIs are usability and power.  Going into detail, usability 
 consists  of  learnability,  productivity,  error  prevention,  simplicity,  consistency  and  the 
 matching  between  APIs  and  users’  mental  models.  Power  consists  of  expressiveness, 
 extensibility, evolvability, performance and robustness. These are all quality attributes that 
 affect  the  stakeholders,  and  thus  should  be  considered  in  the  design  of  APIs.  Ultimately, 
 these attributes together create a good API. Some points of controversy in API design are 
 the handling of exceptions and naming of different API versions. (Stylos & Myers, 2007) 


Patni  (2017)  describes  four  strategies  for  designing  APIs:  Bolt-on,  Greenfield,  agile  and 
 façade.  Bolt-on  strategy  assumes  an  existing  application  such  as  the  ERP  system  in  this 
 thesis’ context. The API will be exploiting existing back-end and its services. In this strategy, 
 API and mobile application are separate from the main product. Greenfield strategy follows 
 the mobile-first ideology where application is built from scratch, i.e. there is no pre-existing 
 application  as  in  the  bolt-on  strategy.  Agile  strategy  starts  building  the  API  without  full 
 specifications. Façade strategy utilizes existing systems but also shapes them according to 
 needs. (Patni, 2017) Of these strategies, the most relevant is the bolt-on strategy. Tieto has 
 an old software product with robust set of back-end services. The mobile API project is not 
 meant to touch the existing product, but rather create something new on top of it. 


According to Tulach (2008), some of the important quality attributes of APIs are consistency 
and  discoverability.  Application  developers  that  utilize  APIs  in  their  applications  should 
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only learn one API to understand the concept that is used in the others. Consistency should 
 also be applied in the development of APIs. The style of development should not change 
 with time to keep the APIs consistent. APIs should be developed considering the use cases 
 but  keeping  the  APIs  simple  and  clean  with  only  the  minimum  required  functionality. 


Exposing too much functionality is risky as removing parts of API is harder than adding new 
 functionality in the future. All functionality that is added should be justified with use cases 
 to determine if they are needed. Any unnecessary features always contribute to the effort of 
 keeping  the  API  backwards  compatible.  It  is  also  advised  to  trim  out  any  unnecessary 
 features prior to a release. (Tulach, 2008) Consistency of APIs is underlined by Patni (2017), 
 as  he  argues  that  consistent  data  structures,  data  representations,  resource  identifiers  and 
 error messages are very helpful for developers. Especially, in cases where API orchestration 
 is implemented, in other words, the output of one API is the input of another API. 


In  their  research,  Stylos  &  Myers  (2008;  2016)  demonstrate  the  impact  of  design  on 
 discoverability, learnability, efficiency and correctness. They argue that calling the function 
 of the “main” class is better than calling the function of helper class. For example, email 
 sending  function  is  more  discoverable  when  the  call  is  mailMessage.send(mailServer) 
 instead of mailServer.send(mailMessage). The threefold conclusion is that all programmers 
 tend  to  find  the  same  classes  when  looking  for  APIs,  programmers  search  for  classes  by 
 looking  at  the  classes  that  the  methods  of  another  already  discovered  class  refers  to  and 
 finding  needed  classes  is  faster  when  the  classes  that  they  first  find  refer  to  other  useful 
 classes (Stylos & Myers, 2008). Some consideration needs to be paid to potential drawbacks 
 of placing methods to the main class as sometimes it’s the case that this practice inhibits, for 
 example, information hiding and reuse (Stylos & Myers, 2008). 


API design should consider Nielsen’s usability heuristics (Stylos & Myers, 2016; Molich & 


Nielsen,  1990).  Applying  Nielsen’s  heuristics  improves  the  overall  usability  of  the  API. 


Thus, application developers are more likely to generate higher quality code. Stylos & Myers 
(2016) map the heuristics to APIs as depicted in table 1.  
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Table 1.  Some of Nielsen’s heuristics mapped to API context (Stylos & Myers, 2016) 


Heuristic  Mapping to API context 


Match  between  system 
 and real world 


Naming  conventions  of  APIs  should  match  with  users’ 


expectations. I.e. “natural programming” should be applied. 


Consistency  API should be thoroughly consistent. This includes but is not 
 limited to naming, design and documentation. 


Error prevention  API  should  provide  guidance  on  the  usage  of  the  API  to  the 
 user. 


Minimize  the  user’s 
 memory load 


API should offer autocomplete popups for users when they start 
 typing a method name in integrated development environment 
 (IDE) 


Provide  good  error 
 messages 


API  should  provide  meaningful  errors  that  the  user  can 
 interpret and apply in practice to make corrections. 


Doglio  (2015)  lists  developer  friendliness,  extensibility,  real-time  documentation,  well 
 implemented  error  handling,  multiple  libraries,  security  and  scalability  as  some  of  the 
 features of a good API. User friendliness can be achieved by simplifying the API, so it is 
 easy to use. However, one should be wary of oversimplification which may lead into other 
 problems. Other factors that improve developer experience are the choice of communication 
 protocol, transport language and access points that are easy to remember. A safe bet for the 
 choice of communication protocol is HTTP as it is very well known and used everywhere. 


JSON  should  be  selected  as  the  transport  language  due  to  it  being  lightweight,  human 
 readable and supporting many data types. Extensibility can be understood as the ability to 
 add  something  new  to  the  existing  API.  When  an  API  is  easy  to  extend  the  changes  are 
 backward-compatible and new endpoints can be added easily. Extensibility is also concerned 
 with the clients’ ability to use the new version of the API. (Doglio, 2015) 


Bloch (2006) agrees  with  Tulach in  the  fact  that  API design should begin with  gathering 
requirements using use cases. The specification doesn’t need to be longer than one page and 
it should be circulated for feedback. The API definition should specify what functionality 
will  be  offered,  where  the  API  can  be  accessed,  what  parameters  should  be  used  and 
additionally  any  SLAs  and  other  legal  and  performance  related  agreements  (De,  2017). 
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According to Henning (2007), the documentation of the API should be written before actual 
 implementation to  avoid  situations  where the implementer only  writes  down what  he has 
 done  and  not  the  actual  documentation.  Writing  of  the  API  should  begin  early  in  the 
 development  process  to  avoid  throwing  away  multiple  implementations  and  specs.  The 
 design  of  the  API  should  follow  the  general  principles  found  in  table  2.  Technical 
 requirements are a part of API design. Some thought should be given to, for example, API 
 specification (Swagger etc.) and API versioning strategy (De, 2017). 


Table 2.  API design main principles (Bloch, 2006; Cwalina & Abrams, 2005; Stylos & 


Myers, 2008; Moilanen et al., 2018) 
 Principle  Description 


Focus on one thing  API should have one clearly defined function  which it does  well. 


The function should be easy to explain and have a descriptive name. 


Size  API should be big enough to satisfy the requirements but have no 
 extra  functionality.  Adding  functionality  later  is  easier  than 
 removing existing. 


Implementation  Implementation  details  should  be  hidden  from  product  users  and 
 API consumers. The details can confuse users. 


Accessibility  Maximize  information  hiding  to  facilitate  modules  to  be 
 implemented and tested independently. 


Naming  Try to create self-explanatory names and avoid hard-to-understand 
 abbreviations. Be consistent with naming across all APIs. Naming 
 can  be  considered  very  important  for  usability  of  APIs.  The  best 
 names should be reserved for the most important APIs. Also, names 
 that start early in the alphabet should be preferred. 


Documentation  Document  everything  to  facilitate  reuse  and  maintenance.  Keep 
 documentation up-to-date with code samples of typical use cases. 


Documentation should include machine-readable specification such 
 as Open API. 


Performance  Be  wary  of  design  decisions  that  will  lower  performance.  For 
example, mutable data types will cause excessive object allocations 
which will add up. 
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In  his  book  “Microservices,  IoT,  and  Azure:  Leveraging  DevOps  and  Microservice 
 Architecture  to  Deliver  SaaS  Solutions”  (2015),  Familiar  recommends  implementing 
 microservices application on Azure platform. One part of the application implementation is 
 the  APIs  that  are  called.  Familiar  suggests  utilizing  the  out-of-the-box  API  management 
 feature of Microsoft Azure cloud platform for managing APIs. He also gives more elaborate 
 recommendations such as clients should never call APIs directly, but rather an API gateway, 
 that  handles  all  API  calls,  should  be  used.  When  it  comes  to  API  protocol  and 
 communication, using REST over HTTP with JSON is the way to go as this is the most used 
 combination today (Familiar, 2015; Garber, 2013; De, 2017). JSON should be preferred over 
 XML due to being more lightweight, easier to read and easier to parse (De, 2017). According 
 to  Garber  (2013),  RESTful  APIs  are  simpler  than  legacy  SOAP  APIs  which  makes 
 developing APIs accessible for more developers. The qualities of REST as an architectural 
 style include minimal latency, minimal network communication, maximal independence and 
 scalability  of  components  (Fielding,  2000;  Fielding  &  Taylor,  2002)  all  of  which  are 
 important for the operation of the ERP system. 


Moilanen et al. (2018) agree on the fact that simplicity is the key to success. According to 
 them, application developers don’t usually have time to familiarize themselves with a single 
 API  as  they  may  be  working  with  dozens  of  other  APIs  simultaneously.  APIs  should 
 therefore be easy to understand and deploy even without reading through the manual. Key 
 quality attributes in API design are intuitiveness, trustworthiness and ease of deployment. 


Suggested methodology for the design and development of APIs is agile. In the beginning 
of API lifecycle, it’s important to define the need: Why is this API needed and what customer 
need does it fulfill? User stories are a great way to go about this. When creating user stories, 
one  should  give  answers  to  following  questions:  How  does  the  API  create  value  for 
customer? Who are the customers and how do they discover the API? How will the API be 
used? API definitions can be created, for example, using the Open API specification which 
has the added benefit of automatic conversion from specification to code. Second phase of 
API  lifecycle  is  development  and  testing.  Minimum  viable  product  should  be  created  to 
gather feedback and ensure that the product fulfills customer needs. The structure of the API 
should be solidified as changing the structure will easily break any existing applications that 
use  the  API.  This  means  that  the  Open  API  specification  should  be  ready  and  published. 
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Third, and last, phase of API lifecycle is maintenance. Maintenance is cheaper and easier if 
 the implemented APIs are standardized and uniform. (Moilanen et al., 2018) 


According to De (2017), the design of a RESTful API should consider the REST principles. 


Careful consideration should be paid to the modelling and hierarchy of resources. Resources 
 should not be too fine-grained but not too coarse-grained either. The granularity should strike 
 a  balance  to  avoid  degraded  performance  or  difficulties  in  maintenance.  (De,  2017)  The 
 resources  could  be  for  example  customers  and  reservations  which  have  a  clear  hierarchy 
 where customers make the reservations. Thus, reservations made by a customer can be found 
 via following uniform resource identifier (URI): /customers/{customer ID}/reservations. De 
 (2017) also advices to avoid bringing business logic to APIs. In other words, the client should 
 not have to worry about following the correct flow of business logic. Mixing business logic 
 in  API  will  make  all  subsequent  logic  changes  more  difficult  due  to  the  requirement  of 
 having to change the logic both in API and in back-end system (De, 2017). This might not 
 be as big of a problem in cases where the client (mobile application) and back-end system 
 are maintained by the same company (e.g. Tieto Corporation). De (2017) goes on to add that 
 also business processes can be modelled as resources which can be a useful way of avoiding 
 the inclusion of business logic in the APIs. For example, the reservation process, i.e. making 
 a reservation, can be modelled as a resource such as /reservationSetup. In addition, resource 
 URI paths should be predictable and have maximum  depth of three, if at all feasible (De, 
 2017). Useful naming conventions for URIs can be found in table 3. 


Table 3.  URI path naming best practices (De, 2017) 


Convention  Example 


Plural nouns should be used to name collections.  /api/customers 
 Singular  nouns  should  be  used  to  name  single 


resources 


/api/customers/customer 


Verbs  should  be  used  to  name  controller 
 resources 


/api/customers/customer/reserve 


CRUD operation names should not be used   Avoid: /api/getreservations 
 Lower case letters should be used in names  Avoid: /api/hotelCustomers 
 Hyphens  should  be  used  in  place  of  spaces  or 


underscores 


/api/hotel-customers 
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 Characters  that  require  URL  encoding  should 
 not be used (e.g. space character is encoded as 


%20) 


Avoid: /api/hotel customers 


Instead of traditional XML content and single API entry point, APIs should be designed to 
 include  qualities  mentioned  in  the  Richardson  maturity  model.  The  model  includes  three 
 core  concepts:  Resources,  HTTP  verbs  and  hypermedia.  The  base  level  simply  entails  a 
 single URI through which all methods of the API are called. The first level adds unique URIs 
 for each method. HTTP verbs are not fully utilized in the first level. Next step in the maturity 
 model includes the utilization of HTTP verbs. HTTP verbs should be used based on their 
 attributes,  such  as  safety  and  idempotency.  Traditionally,  only  POST  is  used,  but  the 
 maturity model calls for the utilization of other verbs. For example, GET is a safe verb which 
 can always be used to retrieve a representation of a resource. Finally, hypermedia controls 
 (also known as HATEOAS), such as links and forms, are the peak of the maturity model. 


They enable the client to decide on the next action by providing a list of links on available 
 actions. Thus, hypermedia controls erase the need for guessing the next action for the client. 


If the user has no idea what to do he can use the safe verb GET to retrieve the representation 
 of the base URL. GET does no harm so user can be assured that he will not break or disrupt 
 the back-end system. If the API is on level three, the user client can consequently scan the 
 representation for hypermedia which can be used to find the next resources. The purpose of 
 hypermedia controls is to have the client only remember the root address of the website and 
 be  able  to  navigate  the  API  from  thereon.  (De,  2017;  Richardson  et  al.,  2013;  Kurtz  & 


Wortman, 2014) 


In the context of the ERP system, resources can be interpreted as enabling interaction with 
 each individual unit. For example, getting the information of a single unit instead of a generic 


“getUnits” which would return all units. Different HTTP verbs should be used in suitable 
 scenarios. GET could be used to get the units details instead of POST as GET is safe and 
 read-only. Hypermedia controls could be used in the API to offer client the next steps after 
 fetching unit data. For example, links to removing unit or changing some of its details. Also, 
 the  concept  of  idempotency  should  be  considered  when  choosing  which  verbs  to  use. 


Idempotent verbs have the same effect regardless of whether they are used once or multiple 
times  (Richardson  et  al.,  2013).  For  example,  making  a  call  to  a  specific  resource  using 
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DELETE will not have any extra effects even if the call is made 100 times. Verb safety and 
 idempotency help prevent errors caused by connection timeouts. 


Palma  et  al.  (2014)  describe  design  patterns  and  antipatterns  regarding  RESTful  APIs. 


Design patterns are good practices in API design whereas antipatterns are the opposite. The 
 abandonment  of  hypermedia  controls  is  one  such  antipattern.  It  implies  the  absence  of 
 hypermedia controls in resource representations. This practice makes it difficult for clients 
 to  navigate  the  API  and  transfer  between  states.  Other  antipatterns  are  breaking  self-
 descriptiveness,  ignoring  caching,  ignoring  MIME  types,  ignoring  status  codes,  misusing 
 cookies,  tunneling  through  GET  and  tunneling  through  POST.  Design  patterns  include 
 content  negotiation,  end-point  redirection,  entity  linking,  entity  endpoint  and  response 
 caching. Antipatterns and design patterns are further explained in table 4. 


Table 4.  REST API antipatterns and design patterns (Palma et al., 2014) 
 Pattern (D=Design 


pattern, A=Antipattern) 


Description 


Content negotiation (D)  Clients  have  the  ability  to  request  resources  in  different 
 standard content types that can include JSON, XML, PDF 
 and others. 


End-point redirection (D)  When redirection status code is returned the server redirects 
 the  client  to  a  new  location.  Redirection  keeps  the  API 
 service functional even after a bad call by client. 


Entity linking (D)  The use of hypermedia controls in resource representations. 


Entity endpoint (D)  APIs should have endpoints that are defined with at least to 
 identifiers. The first identifier is a global name for the API 
 and the second identifier identifies a resource inside the API. 


Response caching (D)  API  responses  are  stored  in  client’s  local  cache  which 
 prevents sending same API calls multiple times. 


Breaking  self-


descriptiveness (A) 


API uses custom-made headers, formats or protocols which 
 disables  the  self-descriptiveness  of  the  API  response 
 resulting in reduced reusability and adaptability. 


Forgetting hypermedia (A)  API  doesn’t  utilize  hypermedia  controls  in  resource 
representations. 
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Ignoring caching (A)  API  responses  are  not  stored  in  client’s  local  cache.  This 
 forces  the  client  to  always  call  the  API  instead  of  reading 
 from the cache. 


Ignoring MIME types (A)  Only  one  of  the  standardized  resource  representation 
 formats are supported or even a custom format is used. 


Ignoring status code (A)  API  only  uses  very  limited  set  of  HTTP  status  codes 
 (typically 200, 404 and 500). Using all the available codes 
 would benefit the client. 


Misusing cookies (A)  REST calls for statelessness. Thus, using cookies to retain 
 session  state  is  not  a  good  practice  and  goes  against  the 
 REST principles. 


Tunneling  through  GET 
 (A) 


GET should be used only for its intended purpose which is 
 retrieving  a  representation  of  a  resource.  Sometimes  API 
 calls  use  GET  for  everything  including  deletion  and 
 updating of resources. 


Tunneling  through  POST 
 (A) 


POST  should  be  used  for  creating  a  resource.  Sometimes 
 API  calls  use  POST  for everything  including  deletion  and 
 updating of resources. 


Changes to an existing API can lead to situations where the backward compatibility is lost, 
 and  connected  applications  stop  working.  Versioning  can  be  a  solution  to  this  problem. 


Radical changes to APIs are handled so that current version of the API stays untouched and 
 a new version is created for the changes. The circumstances in which a new version should 
 be created should be documented, for example, in the style guide. (Moilanen et al., 2018) 
 APIs  are  bound  to  need  changing  at  some  point  of  their  lifecycle  and  sometimes 
 compatibility  breaks  no  matter  what.  Early  warnings  of  depreciation  should  be  issued 
 whenever possible. (Tulach, 2008) The issue is underlined by Macvean et al. (2016) when 
 they argue that even small changes to API can cause interruption in operation of a software 
 as  the  software  is  dependent  on  a  specific  version  of  the  API.  Patni  (2017)  suggests 
 maintaining at least one historical version of the API. 


Open API is an API specification which describes interface that is implemented based on 
REST  architecture.  In  the  recent  years,  it  has  become  the  industry  standard.  It  supports 
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describing,  producing,  consuming  and  visualizing  the  structure  of  an  interface  while  also 
 being machine-readable. The organization behind Open API specification includes large tech 
 companies like IBM, Google, Microsoft and Oracle among others. Open API has the benefit 
 of open source tool pack which can be used to automatically produce code and minimum 
 viable products. Open source tools include Swagger Editor, Swagger Codegen, Swagger UI 
 and Swagger Inspector. The tools can be used to design, describe, document, generate code, 
 visualize and test. The organization behind Swagger and Open API also produces learning 
 material such as the best practices in API design. Open API specification is only a framework 
 and allows quite a lot of freedom for developers. Therefore, it is suggested to create a style 
 guide  which  defines  how  to  name  parameters  and  API  versions,  how  to  implement  error 
 handling  and  how  to  enforce  information  security.  API  style  guide  has  multiple  benefits 
 including  easier  maintenance  of  code  and  lesser  workload  for  application  developers. 


(Moilanen  et  al.,  2018;  Pinkham,  2017)  Neglecting  the  documentation  using  a  machine-
 readable  specification,  such  as  Open  API  or  RAML,  has  its  consequences.  For  example, 
 refactoring and automatic testing can be hindered. Without machine-readable specification, 
 application developers  are solely depending on the human-readable documentation which 
 results  in  more  manual  labor.  API  management  solutions  are  also  often  relying  on  the 
 machine-readable specification. (Wittern et al., 2017) 


Many times, API calls return much more data than what is needed. For example, a call to get 
 customer data will likely return all the available data, such as address, name, occupation, 
 account balance, age and so on. Creating own API call for each piece of data might also not 
 be a reasonable solution due to the extra overhead that is generated. Patni (2017) introduces 
 the idea of partial responses which is already implemented by some large companies such as 
 Facebook or Google. Partial response allows the  API caller to define exactly what data is 
 needed.  This  can  be  done,  for  example,  via  an  optional  parameter: 


“?fields=age,name,occupation”.  Doglio  (2015)  recommends  optional  parameters  such  as 


‘page’, ‘perpage’ and ‘sort’ which can be used to define page number, number of items per 
 page and sorting order of items in calls which will potentially return a large result set. 


Varga (2016) calls for information hiding in the API design. Often, the callers of the API are 
either clueless or careless, sometimes even both. In these cases, it is important to shield the 
API and the back-end against calls that lead to adverse changes in the system. For example, 
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exposing some field directly to API users can have negative consequences when a clueless 
 user accidently changes the value without noticing. The internals of the back-end system and 
 the API should be hidden to prevent unintended changes. The interface segregation principle 
 can  also  be  applied  in  API  design.  The  principle  states  that  you  shouldn’t  create  too 
 generalized interfaces (or APIs in this case) but rather group similar methods in one interface 
 (Dooley, 2011). API callers should not depend on APIs that they do not need. This entails 
 creating  multiple  APIs  even  for  single  use  case  to  improve  maintainability,  usability  and 
 reusability.  (Varga,  2016)  From  the  ERP  system’s  point  of  view,  this  means  that  API 
 methods should be somehow grouped together into separate APIs. Grouping could be done 
 based on ERP areas such as logistics and invoicing. If a use case needs functionality from 
 both  then  it  calls  both  APIs.  When  some  other  use  case  needs  functionality  only  from 
 logistics side, it is not dependent on methods or APIs that it doesn’t need. 


In his paper “API design matters”, Henning (2007) lists a set of guidelines to help improve 
API design. API should use as few types, functions and parameters as possible to facilitate 
learnability and correct usage. For example, C++ standard string class has over 100 member 
functions  which  makes  learnability  difficult.  Same  goes  for  Unix  which  includes  five 
differently named variants for wait function. User must read the manual to understand the 
difference and use the correct function. API design should consider the context where the 
API will be used. Context knowledge is needed to determine what values are expected to be 
returned.  Depending  on  the  context  an  API  call  which  returns  nothing  should  sometimes 
return  an  exception  and  other  times  null  or  an  empty  string.  It  is  the  API  designer’s 
responsibility to recognize the needs necessitated by the context. Based on the context, the 
API designer should also impose policies. For example, the context of the API can require a 
policy of returning an exception on API call which contains invalid order number. The API 
user has to then expect exception and interpret it correctly. If the user is expecting null or an 
empty string, the application will malfunction. Policies are often a must as without them the 
parameter lists become needlessly long and reduce usability. API design should also consider 
the API caller’s perspective. The caller often sees the API as a black box having no clue 
what’s  inside.  Thus,  it  is  often  helpful  for  the  callers  when  methods’  parameter  lists  are 
descriptive. Instead of a method with three booleans as parameters the parameter list should 
have descriptive names defined using e.g. enum definitions. It is a good idea to let the users 
define the API call and afterwards let the developers implement the internals based on the 
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call. A good API has a clear definition of what can be achieved using it and what cannot be 
 done. (Henning, 2007) 


Information security is an important aspect of  API design.  Deficient security may lead to 
 data breaches through SQL injection or cloud log files that collect data on URL parameters. 


API  information  security  checklist  is  provided  by  The  Open  Web  Application  Security 
 Project and it can be used to check a design for any information security issues. For example, 
 the REST security cheat sheet available in GitHub includes multiple check items which can 
 be used to validate the security of an API. Moilanen et al. (2018) recommend not to include 
 sensitive  data  in  URL  parameters,  validating  inputs  and  sanitizing  outputs  to  prevent 
 injection  attacks.  They  also  recommend  avoiding  one-to-one  connection  between  URL 
 parameters  and  database  identifiers.  (Moilanen  et  al.,  2018;  Righetto  et  al.,  2019) 
 Information  security  aspects  of  API  design  are  not  discussed  more  in  this  thesis,  as  the 
 subject  contains  so  much  more information  and  could  have its  own thesis. The  goal  is  to 
 create a design and the security aspects are not yet relevant and should be a subject of later 
 research that improves on the existing API. 


Finally, many large  API providers, such  as Microsoft and Google,  offer their API design 
 guideline  documents  for  public.  They  can  be  found  from 
 http://apistylebook.com/design/guidelines/.  


2.3  API management 


API  management  is  discussed  next  from  a  general  point  of  view.  The  structure  of  API 
 management is examined: What does API management consist of? Also, we will summarize 
 the solutions provided by the largest cloud vendors that are Microsoft Azure, Amazon AWS, 
 and Google Cloud according to “State of the could report” by Flexera (2019). The goal is to 
 get a general understanding of API management content and practices. 


API management is a challenge for API developers. The APIs connect mobile application 
 and back-end services together and often the back-end services have not been designed to 
 handle the traffic introduced by the mobile application. As a solution, some kind of layer 
 between the API caller and the back-end service should be established to control the traffic. 


(Garber, 2013) Such layer could be the API gateway component. De (2017) says that API 
gateway can be argued to be the single most important part of API management. According 
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to  him,  its  task  is  very  diverse:  It  facilitates  API  security  through  authentication, 
 authorization,  identity  mediation,  data  privacy,  certificate  management,  denial-of-service 
 attack  protection  and  threat  detection.  API  gateway  also  deals  with  traffic  management 
 through  consumption  limiting,  spike  arrests,  usage  throttling  and  traffic  prioritization. 


Finally,  API  gateway  includes  interface  translation  (format,  protocol  and  service 
 translation), caching, service routing and service orchestration (De, 2017). Additionally, API 
 portal  or  developer  portal  is  a  key  feature  to  successful  API  management  (APIacademy, 
 2015). The tasks of API gateway are further examined in table 5. 


Table 5.  API gateway features (De, 2017) 
 Main feature  Sub-feature  Description 


Security  Authentication  Identifying  and  validating  a  client  based  on 
 unique identifiers such as application keys. 


Authorization  Controls  the  access  of  specific  applications 
 identified by authentication to specific APIs. 


Identity mediation  Provide  integration  between  different  identity 
 protocols. Commonly there is a need to integrate 
 between OAuth used by API and SAML used by 
 back-end services. 


Data privacy  Encryption of data in API calls. 


Key and 
 certificate 
 management 


Management of keys and certificates that are used 
 to encrypt data in API calls. 


Denial-of-service 
 attack protection 


Detect denial-of-service attacks and prevent their 
 impact on the system. 


Threat detection  Detect malicious content inside API calls. 


Traffic 
 management 


Consumption 
 limiting 


Limit the allowed API calls of a client. E.g. single 
 client  cannot  bombard  the  API  gateway  with 
 thousands of calls in a minute. 


Spike arrest  Related  to  denial-of-service  attack  protection. 


Detect  spikes  in  incoming  API  calls  and  act 
accordingly. 
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Usage throttling  Add some delay between subsequent calls. Can be 
 useful if there are clear peeks in the calls during 
 different times of day or week. 


Traffic 
 prioritization 


Specific types of API calls or clients can be given 
 priority over others. 


Interface 
 translation 


Format translation  Provide  translation  between  data  formats.  Some 
 commonly  used  formats  are  XML,  JSON  and 
 CSV  and  sometimes  there  is  a  need  to  translate 
 one into another. 


Protocol 
 translation 


Provide  translation  between  protocols.  Some 
 commonly used protocols are SOAP and REST. 


Service  and  data 
 mapping 


Provide  representation  of  back-end  systems  and 
 how they map to APIs. 


Caching  Caching  Store  static  replies  in  memory  to  increase 
 performance. 


Service routing  URL mapping  Provide  mapping  between  URL  in  the  API  call 
 and actual URL in the back-end system. 


Service 
 dispatching 


Provides  ability  to  call  correct  back-end  service 
 based on incoming API call. 


Connection 
 pooling 


Manage the connections to back-end system. 


Load balancing  Balance the load imposed by incoming API calls. 


Service 
 orchestration 


Service 
 orchestration 


Provide ability to call multiple APIs in the correct 
 order to return an aggregated result. 


According to Garber (2013), API frameworks are an emerging trend. They help developers 
in writing APIs but limit the flexibility. The advantage is that developers can be convinced 
that the solution will work as it has been proven beforehand. Therefore, the developers of 
APIs do not need to make architectural decisions, but they can focus on developing the APIs 
using predefined framework. Garber notes that today’s applications often require multiple 
APIs for different functions. In the ERP system’s case this could mean separate APIs for 
emailing, reporting and message services inside invoicing application. Garber points out the 
difference between maintaining a single individual API versus maintaining a whole cluster 
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of APIs. The maintenance of an individual API can be easy, but in many cases one API is 
 not enough. Garber talks about a new trend in which  multiple APIs  are aggregated into a 
 stack of APIs. The stack of APIs provides developers with one interface, thus facilitating the 
 maintenance efforts. 


According to the white paper “Cloud Customer Architecture for API Management” by Cloud 
 Standards  Customer  Council  (2017),  a  good  API  management  platform  covers  the  whole 
 lifecycle  of  an  API.  The  lifecycle  includes  for  example  creation,  deployment  and 
 management.  Next,  a  general  view  on  API  management  platform  components  and 
 architecture is discussed, and finally a view on how MS Azure API management, AWS API 
 Gateway and Google Cloud Endpoints implement discussed features and architecture. The 
 API management platform  should  include a manifold  of features  and tools listed in  more 
 detail in table 6. The main functionality of an API management platform can be divided into 
 four: creating, running, managing and securing. 


Table 6.  The main features of an API management platform (Cloud Standards Customer 
 Council, 2017; De, 2017). 


Category  Details 


Automated tools for creating APIs  Include  automated  tools  for  designing,  modeling, 
 development, testing and deployment of APIs. 


API management tools  Include  tools  for  monitoring  and  managing 
 performance, stability, scalability, load balancing, 
 bandwidth priority control and failovers. 


Language support  Different  use  cases  may  require  using  different 
 languages. At least support for Node.js and Java are 
 recommended. 


API governance  Include tools for version management, packaging, 
 cataloging and lifecycle tracking. 


Access control tools  Include tools to manage access to the APIs, runtime 
analytics  to  detect  intrusion,  traffic  management 
and data privacy.  
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Figure  2  shows  the  components  of  an  API  management  platform.  Edge  services  between 
 public  network  and  cloud  include  components,  such  as  DNS  servers  and  firewalls,  that 
 enable  connection  and  the  transportation  of  content  between  the  two  networks.  API 
 developer tools contain features which allow API developers to model, create, debug, test, 
 build, deploy and publish APIs. API developer tools also facilitate naming and versioning 
 of APIs. API gateway acts as a gate between API calls and the back-end services or the API 
 runtime component. API gateway contains a set of policies that will be put into effect when 
 API calls arrive. As a result, API gateway controls the traffic and priority of incoming API 
 calls (for more API gateway features, see table 5). A secondary function for the API gateway 
 is  that  it  collects  analytics  data  and  monitors  the  traffic.  Analytics  data  is  sent  to  API 
 management and finally to API analytics visualization where different stakeholders can see 
 the visualization. (Cloud Standards Customer Council, 2017) 


Figure 2. Components of the API management platform visualized. Figure is adapted from 
 Cloud Standards Customer Council (2017). 


API  runtime  is  used  to  run  the  actual  business  logic  based  on  incoming  API  calls.  API 
runtime  is  not  always  necessary  as  the  API  calls  can  be  directed  straight  to  enterprise 
application. However, the API runtime has some benefits, mainly the ability to scale based 
on  workload  and  support  for  multiple  languages.  API  management  component’s  core 
function is to catalog, package, version and publish APIs. It can, for example, create groups 
or  stacks  of  related  APIs  which  application  developers  can  then  subscribe  to.  This  is 
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especially  useful  when  there  are  a  lot  of  APIs  and  maintaining  them  is  difficult.  API 
 management also takes in API metrics, analytics and monitoring data and forwards them to 
 API  visualization  component.  Developer  portal  shows  all  the  published  APIs  to  the 
 developers  and  they  can  subscribe  to  the  necessary  ones.  The  developer  portal  helps 
 developers  to  discover  APIs  and  provides  self-service  which  can  expedite  development. 


Most important use cases from the thesis’ point of view are listed in table 7. (Cloud Standards 
 Customer Council, 2017) According to  Moilanen et  al.  (2018), developer portal  typically 
 offers access to APIs for application developers in only couple steps. These steps can, for 
 example, be registering to the portal, choosing an API for testing and finally connecting the 
 API  to  actual  production  data.  API  developer  portal  can  be  built  in-house  but  doing  so 
 naturally  entails  a  huge  development  overhead  (APIacademy,  2015a).  The  benefit  of  in-
 house solution is the customizability. Another option is to use third-party solutions some of 
 which are highly customizable. Often organizations have very different API initiatives with 
 highly differing requirements. Thus, some organizations choose to develop an in-house API 
 developer  portal  which  suits  their  needs  exactly.  (APIacademy,  2015b)  Hosting  API 
 management  solution  in  cloud  instead  of  on  premises  can  have  the  benefit  of  better 
 scalability, reduced management, easier and faster updates, and finally, reduced costs (CITO 
 Research,  2015).  Generally,  deploying  APIs  in  cloud  has  the  following  benefits  over  on-
 premises deployment: Reliability, availability, time to market, lower capital and operational 
 costs, reduced management, scalability and agility. Cloud also has some negatives such as 
 higher network latency and less control over data. (De, 2017) 


Table 7.  Some of the use cases in API management platform (Cloud Standards Council, 
 2017). 


Title  Actors  Description 


Develop  a 
 new API 


API developer  API  developer  signs  in  to  the  API  management 
platform. He accesses API developer tools  to  create a 
new  API.  He  tests  the  API  and  finally  deploys  it  to 
production environment. Finally, he publishes the API 
using  the  API  management  component,  so  others  can 
subscribe to the API. 
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 Discover  and 


subscribe 


App developer  Application developer signs in to the API management 
 platform. He accesses the developer portal and searches 
 for  specific  API.  He  finds  the  correct  API  and 
 subscribes to it. 


Use API in an 
 application 


App developer, 
 end users 


Application developer has subscribed to an API which 
 he calls in a new application that he has developed. He 
 deploys the application for end user devices. End users 
 start using the new application. 


Use  an 


application 


End users  End  user  opens  an  application  on  his  device.  The 
 application makes an API call which is handled by the 
 API  gateway.  The  API  gateway  applies  all  the 
 predefined policies to the API call and invokes the API. 


The API gateway finally forwards the returning API call 
 to the end user device. 


Often it is useful to have different environments for different phases of API lifecycle. For 
 example,  testing  environment  and  production  environment.  Depending  on  the  level  of 
 isolation required between these environments they can be implemented using completely 
 separate instances of API management platforms or simply separate API catalogs inside a 
 single management platform. 


The goal of versioning is to allow changes in APIs with minimal impact to API consumers. 


Changes need to be controlled and predictable which can often be achieved by using some 
API  version  management  scheme.  API  versioning  is  somewhat  different  from  software 
versioning. New API version should generally be created in cases where the service interface 
is being changed. Creating new versions should be avoided in other cases, e.g. adding a small 
change to  the API.  An API is  a contract  between API developer and API consumer. API 
developers promise to offer services using operations such as read and update with certain 
parameters.  Changes  in  the  parameters,  i.e.  the  interface,  also  change  the  contract.  Some 
changes are backwards compatible and require no change in the contract. A new version of 
an  API  should  be  created  only  when  the  changes  are  not  backwards  compatible.  A  new 
version of an API is a prompt to the developers to let them know that they should adapt and 
change their code. Making backwards incompatible changes should be avoided resulting in 
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low frequency of major API versions which is also desirable. These principles go hand-in-
 hand: Avoid making backwards incompatible changes to avoid breaking the client software 
 to avoid creating new major versions of the API. Finally, API version and software version 
 should be kept separate as their release cycles probably differ considerably. (De, 2017) 


API  version  management  can  be  done  using  URLs.  For  example, 
 http://www.forestapi.com/v3/. Another way of versioning is to use HTTP headers. The call 
 to API includes HTTP header which includes the API version that should be called. This 
 approach has one major drawback: How should it be decided which version to use if client 
 call does not include the header? Using a default version to solve the problem has its own 
 ramifications.  Third  way  of  going  around  versioning  is  to  include  the  version  in  the  call 
 parameters,  such  as  http://www.forestapi.com/api/units?version=2.  The  parameter  doesn’t 
 have to be mandatory. The API call receiver can opt to use default version instead. Finally, 
 there should exist a plan on how to handle deprecated versions. Whether it is returning 404 
 error or returning a link to newer version. (De, 2017; Kurtz & Wortman, 2014; Varga, 2016) 


Small, backward compatible changes to APIs can be published without much hassle. They 
 only require a documentation update and small notification to application developers to let 
 them know of the change. Management of backward incompatible changes is much more 
 difficult.  It  requires  announcement  of  new  version,  migration  plan  and  warnings  to  old 
 versions. On release, old versions should still work for some time simultaneously with the 
 new  version  to  give  time  for  developers  to  migrate  over.  (De,  2017)  Sometimes  it  is 
 necessary to rollback to an earlier version when making changes to APIs. In these situations, 
 it  is  important  to  manage  the  previous  versions  using  automated  processes  (Krintz  et  al., 
 2014). 


API  testing  is  used  to  verify  the  API  and  its  logic.  Typically,  the  testing  is  done  using  a 
software which calls the API and reads the response. APIs are often directly calling the back-
end business logic which makes testing them important. Testing software generates API calls 
based on the API definition. The software then calls the API and attempts to  analyze the 
returning message.  It  is  important  that the software is  able to  automatically  generate API 
calls of differing parameters for good test coverage. Automation is a challenge due to some 
business  logic  cases  require  API  calls  in  a  specific  order.  The  order  can  sometimes  be 
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