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                    The purpose of testing is to verify the correctness of an API. Testing is somewhat difficult 
 aspect of API management. Especially, setting up automatic testing can be a challenge as 
 the results are often not easy to verify. This is called the test oracle problem (Howden, 1978). 


API testing should be done using software that was made for the purpose. The software relies 
 on the definition of the API, i.e. the machine-readable specification. The difficulties lie in 
 analyzing the returning values of a call and generating diverse test cases. Test coverage can 
 be achieved when testing software generates different parameters for the calls.  


Possible  API  policies  set  using  the  API  management  platform  have  to  be  considered  in 
testing. An example of such policy is API call orchestration where number of different API 
calls  are  set  to  be  executed  in  specific  order.  The  correct  aggregated  result  can  thus  be 
achieved only using the defined order. Of course, the different APIs can be also tested one 
by one to verify their individual output. In these cases, one should pay attention to the input 
parameters  which  might  be  the  output  parameters  of  some  other  API  call.  Some 
recommended tools for API testing are Mocha, Chai, Junit and JMeter (De, 2017). It can be 
a good idea to evaluate each of these programs and see which one suits the needs best.  
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 3.5  Runtime and release management 


API gateway is a layer between API calls and backend system. It is one of the most important 
 parts  of  API  management  platforms  (De,  2017).  The  responsibilities  of  API  gateway  are 
 largely  related  to  API  runtime  management.  Runtime  management  takes  care  of  security 
 related tasks, traffic management, interface translation, caching, routing and orchestration 
 (more in table 5). API management platform should be selected so that needed API gateway 
 features are found in the product. 


Release  management  in  this  context  refers  to  the  publication  of  APIs  to  be  used  by 
 application developers. Taking care of release management is often the purpose of developer 
 portal. The portal shows application developers all the available APIs and they can use the 
 portal to subscribe to needed ones. API developers can release APIs in the developer portal 
 and application developers can browse them. The portal is especially useful for discovering 
 and  adopting  new  APIs.  Developer  portal  expedites  application  development  by  offering 
 self-service for application developers. The portal should include details on the APIs (e.g. 


documentation)  to  help  application  developers  familiarize  themselves  with  the  APIs. 


Moreover,  developer  portal  should  include  an  interactive  platform  where  developers  can 
 interact. This can help developers better understand the APIs. It’s also useful to include a 
 test console which can be used to test the API before subscribing. 


3.6  Resources, methods and naming 


There are multiple best practices to be followed in regard to resources in APIs. Resources 
 should follow specific naming practices, but  also the methods  used to  modify,  or request 
 resources are important. Finally, the structure of the URIs that are used to identify resources 
 should confront to best practices.  


In literature, there exists a quite strong consensus on the naming of resources. Best naming 
practices  should  be  considered  to  make  APIs  easier  to  read  and  understand  for  API 
developers and application developers alike. The company that implements the API should 
decide on naming conventions that will be used in the API implementation. The conventions 
should be written down in a style guide or similar document. For example, plural, singular 
nouns and verbs should be assigned to collections, single resources and controller resources 
respectively (De, 2017). Same kind of decision should be made on the case of letters and 
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how to convert spaces in API calls. Lower case is recommended throughout the API (De, 
 2017). Hyphens can be used as the replacement for space characters. When it comes to URI 
 structure, forward slashes should be used to indicate hierarchical relationships and any file 
 extensions should be left out (Petrillo et al., 2016). URI should provide ways to filter and 
 paginate the returning resource representations. 


Hypertext transfer protocol contains many methods in addition to GET and POST. It is quite 
 common to find APIs where only one or two of all the available methods are utilized. It is, 
 however, recommended to use HTTP methods to their full extent and for their designated 
 purposes. Using GET and POST for everything including deleting resources is referred to as 


“tunneling”,  and  it  is  an  antipattern  which  should  be  avoided  (Palma  et  al.,  2014).  GET 
 should be used for retrieving a representation of a resource. Similarly, POST should be used 
 only for creating a resource. Other useful methods are HEAD, PUT, DELETE and PATCH. 


Most importantly, PUT is used to insert or update resources and DELETE is used to delete 
resources. 
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4  FRAMEWORK IN PRACTICE 


In this chapter, the framework introduced in chapter 3 and literature in chapter 2 is put into 
 practice. This is done by applying the framework guidelines and designing the UNIT API 
 which includes functionality to retrieve details on a unit. As a background information, a 
 unit refers to a paper reel or pulp bale which typically weighs several hundred kilograms and 
 is physically located in a warehouse. The UNIT API thus retrieves information on a single 
 paper reel or a set of reels. The API also includes methods to insert new units in the system. 


Units are often linked to some order and using the API they can be moved from one order to 
 another. In addition to the UNIT API, design and considerations for Azure API management 
 are  introduced.  The  use  case  of  relabeling  a  unit  potentially  requires  dozens  of  API  calls 
 resulting  in  similar  number  of  endpoints  and  methods.  One  of  the  needed  API  calls  is 
 designed in this chapter. The chapter starts by examining the design of the unit API. Then in 
 the second part, API management practices are proposed for the API. 


The  use  case  that  is  covered  with  the  API  is  about  relabeling  a  unit,  i.e.  paper  reel.  The 
 approximate flow of actions starts with a storage worker whose task is to move a paper reel 
 to another mill order and print a new label for the reel. The worker scans current barcode 
 with a mobile device and requests moving to another mill order. Some of the services of the 
 ERP system are called via API to obtain data on the paper reel, related mill order and any 
 allocations. The movement of the paper reel between mill orders is processed, and new label 
 is  printed  for  the  storage  worker.  The  process  includes  a  check  to  verify  the  user  and 
 sufficient user rights. The full definition of the use case can be found in appendix 2. 


4.1  API design 


The  design  of  the  relabeling  API  is  centered  around  the  use  case  description  and 
stakeholders’ needs. Additionally, the design considers quality attributes that are perceived 
as important in the literature. According to Stylos & Myers (2007), these are usability and 
power. The design should thus  contain elements which promote learnability, consistency, 
extensibility,  performance,  and  prevent  errors.  Aspects  of  the  design  which  promote  the 
quality  attributes  are  listed  in  table  8.  The  design  follows  mostly  the  bolt-on  strategy  as 
described by Patni (2017). In this strategy, a backend system on top of which the APIs will 
be built is assumed. The backend remains mostly untouched and separated from the APIs 
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and  mobile  application.  The  design  also  attempts  to  reflect  the  needs  of  the  stakeholders 
 which are listed in table 9. 


Table 8.  The connection between design solutions and quality attributes 
 Quality attribute  Design solutions 


Learnability  -  Machine- and human-readable documentation 
 -  Consistent naming of API calls 


-  Consistent design 


Consistency  -  Consistent naming of API calls 
 -  Consistent design 


Extensibility  -  Consideration given to  API structure: Which fields 
 are defined mandatory? Can the API be extended to 
 include more fields later? 


Performance  -  Minimizing  service  calls  to  performance-heavy 
 backend services 


-  Caching 


Error prevention  -  Error checking and recovery 


-  Implement proper error codes (see table 10) 


Table 9.  Relabeling API main stakeholders 


Stakeholder  Main needs 


API developer/designer  -  Ease of development 


Application developer  -  Learnability and discoverability of APIs 
 -  Fast and efficient application development 
 Storage worker  -  Working software without bugs 


Customer IT personnel  -  Minimize development cost 


Based  on  the  use  case  definition  (see  appendix  2),  some  endpoints  can  be  identified  as 
mandatory for the successful execution of the use case. First, the crucial pieces of data that 
are verified or retrieved are unit details, mill order details and allocation details. Second, the 
unit is moved to another mill order. Last, new label is printed for the moved unit. User access 
checks are omitted here as they do not belong to the core flow of the use case. In other words, 
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the  use  case  can  be  fulfilled  even  without  checking  for  user  rights,  although  it  poses  a 
 security risk. Core resources, including their properties and methods are shown in table 10. 


Query  parameters  support  filtering,  pagination  and  utilization  of  optional  search  terms. 


Optional parameters can be, for example, used to define what data should be returned. 


In  addition  to  resources  mentioned  in  table  10,  it’s  worth  considering  if  print  jobs  and 
 allocations would deserve their own resources and not be included inside unit. All resources 
 use  GET  to  retrieve  a  representation  of  the  resource.  Unit  also  supports  PUT  and  POST 
 which allow to modify and insert resource. This is needed to be able to move units between 
 orders.  The  naming  of  endpoints  and  URIs  should  be  implemented  as  instructed  in  the 
 framework  and  in  appendix  1.  Mainly,  verbs,  singular  and  plural  nouns  should  be  used 
 correctly. CRUD names are to be avoided, hyphens are used to replace space characters and 
 lower-case characters are used throughout the naming scheme. 


Table 10. Relabeling a unit: Resources and properties 
 Resource 


{Methods} 


Properties  Endpoints and query parameters 


Mill  order 


-  Allocating order line number 
 -  Allocating  machine  chain 
 -  New machine chain number 


/units/ 


/units/unit/ 


?q Optional search term 


?{column name} Filtering 


?p Pagination 
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The relabeling API will use JavaScript Object Notation (JSON) in return sets. Support for 
 content negotiation and additional markup languages can be added in the future if deemed 
 necessary but is omitted for now. The HTTP status codes that are used, and their meaning, 
 are covered in table 11. 


Table 11. Unit API: HTTP status codes 
 Status code  Explanation 


200  Used to indicate success 


201  Resource was created successfully 
 204  No content to return 


400  General return code for unspecified error 
 401  Problems in authentication 


403  Access is denied 


404  Requested resource doesn’t exist 
 405  Used method was not supported 
 406  Requested media type is not supported 


500  Server-side error, i.e. a malfunction in the API 


In the ERP system, the UNIT table contains 130 columns so there is the potential of having 
to  make  dozens  of  changes  to  the  API  every  time  some  new  column  value  needs  to  be 
returned. This may happen in a scenario where initially an API which supports 10 fields is 
created. Later on, it’s noticed that actually two more fields need to be returned and a change 
to the API is implemented. Clearly, this is not desired, but rather all of the columns should 
be supported from the beginning. In the implementation of the UNIT details API, an optional 
parameter  should  be  included  and  used  to  define  which  fields  are  to  be  returned.  This 
optional parameter can be used for retrieving data of single or multiple units, i.e. collection 
of units. There could also be defined a set of default columns which are seen as necessary to 
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return on every call. To get data on single unit, one must be able to single out a unit based 
 on some fields. The fields that single out a unit should be defined as mandatory in the API 
 call.  They  are  naturally  derived  from  the  primary  key  of  the  UNIT  table.  In  this  case, 
 mandatory  fields  would  be  mill  order  number  (MILLORDNO),  machine  chain  number 
 (MACHCHAINNO), order line number (ORDERLINENO) and unit identifier (UNITID). 


The UNIT table holds over 28 million rows as of July 2019. Returning such huge number of 
 rows is not reasonable nor useful. Thus, we’ll need to implement filtering and pagination in 
 the API. They are used when unit collection is retrieved using the UNIT API. In such cases, 
 caller can define how to filter the collection and whether to paginate it or not. In addition to 
 pagination, a default result set size should be defined to avoid situation where huge result 
 sets are returned by accident. Filtering of results can be implemented for all columns or some 
 predefined  set  of  columns  that  are  seen  as  the  most  useful.  For  example,  filtering  would 
 allow user to retrieve a collection of all the units that belong to a specific mill order. Even 
 more specific filtering can be supported by, for example, specifying mill order number and 
 order  line  number.  Example  UNIT  API  implementation  details  are  listed  in  table  12. 


Pagination and filtering are not necessary in API call which returns the representation of a 
 single unit as there is nothing to filter and the result set is always of fixed size. 


Table 12. UNIT API details 


Method  Endpoint  Parameters  (m=mandatory,  o=optional), 
 Possible parameter values 


Return values 


GET  /units/unit  millordno (m), varchar(16) 
 machchainno (m), char(1) 
 orderlineno (m), char(2) 
 unitid (m), varchar(16) 


q (o), optional columns: any of the columns 
in UNIT table including support for multiple 
columns 
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-  200 
 GET  /units  filtering  (o),  any  of  the  columns  that  are 


supported for filtering 


p (o), pagination: limit the number of pages 
 q (o), optional columns: any of the columns 
 in UNIT table including support for multiple 
 columns 


Representation  of  a 
 unit collection 


HTTP status code: 


-  200 


PUT  /units/unit  millordno (m), varchar(16) 
 machchainno (m), char(1) 
 POST  /units/unit  millordno (m), varchar(16) 


machchainno (m), char(1) 
 orderlineno (m), char(2) 
 unitid (m), varchar(16) 


optional column values (o), any values that 
 should be assigned to optional columns 


HTTP status code: 


-  201  on 


successful 
 creation 


Based on table 12, example API calls and JSON response body are illustrated below. For 
 clarity’s  sake,  the  parameters  are  separated  with  a  new  line.  The  naming  scheme  should 
 follow the guidelines introduced in the literature and the framework (see chapters 2 and 3). 


According to the framework, lowercase letters should be used. However, some data in the 
 backend  is  always  uppercase  such  as  database  column  names  and  letters  in  mill  order 
 numbers. It should be decided on whether to consistently use the same case as in the backend 
 or convert everything to lower case. In below examples, lowercase is used throughout. API 
 call to get a representation of a single unit with additional columns UDATE and UBY would 
 look like this: 


GET /units/unit? 


millordno=abcd-123456& 


machchainno=0& 
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 orderlineno=01& 


unitid=1234567890123456& 


q=udate& 


q=uby 


Example response body from previous call, assuming that specified unit exists, would return 
 JSON similar to this: 


{ 


“units”: [ 
 { 


“millordno”: “ABCD-123456”, 


“machchainno”: “0”, 


“orderlineno”: “01”, 


“unitid”: “1234567890123456”, 


“uib”: “0987654321654321”, 


“udate”:“2017-06-22 10:35:48.000”, 


“uby”: “alailko” 


} 
 ] 


} 


Similarly, a call to UNIT API to retrieve a collection of units filtered by mill order and order 
 line, limited to five pages  and including optional  columns UBY and UDATE  would look 
 something like this: 


GET /units? 


millordno=abcd-123456& 


orderlineno=01& 


p=5& 


q=uby& 


q=udate 


Response body would include all the units that meet the filtering criteria. The response would 
be similar to the representation of a single unit, but the “units” array would contain many 
units.  In  cases  where  the  result  set  contains  hundreds  of  records,  the  response  could  be 
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paginated. This  means  that a certain  number of records is  sent  in  a single response along 
 with a link to the next page. In the above example, the “p” parameter limits the number of 
 pages to five. 


UNIT API calls using PUT method would either update existing resource or create a new 
 resource. The benefit  of  PUT is  idempotency meaning that same call can be safely made 
 many times in succession. On the contrary, many POST calls would create similar amount 
 of new resources or return errors. In PUT calls, the caller can define the columns that should 
 be updated using query parameters. These are optional, so leaving them out would result in 
 no action. 


4.2  API management design 


The Azure cloud platform currently hosts plenty of APIs which were developed in Tieto to 
 test the feasibility of the mobile application. These include APIs dealing with unit (see figure 
 3), user and order details. The APIs can currently be used for basic tasks such as retrieving 
 details of users, orders and units, but also for more complex ones such as moving units from 
 order to order. The pre-existing APIs are not part of this thesis as such, but they are used as 
 examples to help design the management. The APIs are documented using Swagger which 
 allows  users  to  experiment  with  the  APIs  and  provides  the  request  endpoint,  parameters, 
 result and response codes. There is, however, no way for API developers to properly manage 
 or monitor the APIs. The basic components of an API management platform are included in 
 the  design  (see  chapter  2.3  API  management).  These  include  the  runtime,  gateway, 
 management, developer portal and developer tools components which allow users to monitor 
 traffic, set security policies, and discover and deploy new APIs among other activities. 


In Tieto, the API management process starts with defining the API strategy. Definition of 
 API  management  setup  and  platform  setup  follow  along  with  defining  API  management 
 policies  and  security  related  issues.  As  Moilanen  et  al.  (2018)  put  it,  the  needs  of  the 
 customer should be defined  first:  What  customer needs  does  the  API fulfill? Similarly, it 
 should  be  defined  what  customer  needs  does  API  management  fulfill.  In  regard  to  API 
 management, it is a platform which allows customers to discover, manage and monitor APIs. 


Without API management, customers can face difficulties in everyday API activities such 
as generating usage data or setting security policies. 
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 Figure 3.  Sample unit APIs 


API strategy can consist of practical matters such as naming conventions and versioning but 
 also the planned setup for the management platform and the goals that are set to be achieved 
 using the setup. API strategy definition is done by considering stakeholder needs and desired 
 business outcomes (MuleSoft, 2019). For example, it is decided which components of API 
 management platform to deploy and what benefits they bring to stakeholders and customers. 


The  business  needs  are  not  further  considered  in  this  study  but  rather  the  focus  is  on 
 stakeholder  needs.  Naming  conventions  affect  application  and  API  developers.  Uniform 
 naming  eases  learnability  and  discoverability  of  APIs.  Literature  chapter  (chapter  2) 
 identified  many  naming  conventions  which  should  be  followed  in  the  API  management 
 platform design. The conventions concern the capitalization, logical structure and the usage 
 of special characters and words in method, endpoint, API and version names. 


The  high-level  API  structure  is  defined  in  a  way  that  makes  it  easy  to  understand  for  all 
related stakeholders. In Tieto’s case, the company maintains many separate software systems 
which all may require back-end services to  be published as APIs. These  include separate 
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ERP systems and other predictive software systems. Some of the systems are fully managed 


ERP systems and other predictive software systems. Some of the systems are fully managed 
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