

  
    
            
        
      
      
        
          
        

        
          
            
          
        
        
          
            
              
                
              
            

            
              
                
                  Äskettäin haettu
                

              

                
                  
                      
                      
                        
                      
                  

                
              
                Ei tuloksia
              

            

          

          
            
              

                
              
            

            
              
                Tags
              

              
                
                  
                      
                  
                
              

              
                

              

              
                Ei tuloksia
              

            

          

          
            
              
                
              
            

            
              
                Asiakirja
              

              
                
                  
                      
                  
                
              

              
                

              

              
                Ei tuloksia
              

            

          

        

      

    

    
      
        
          
        
      
              

                        
  
  

                
            
            
        
        Suomi
                        
          
            
            
              
                Koti
                
                  
                
              
              
                Koulut
                
                  
                
              
              
                Aiheet
                
                  
                
              
            

          

        


        
          Kirjautunut
        
        
        
        
        
          

  





  
    
      
      	
            
              
              
            
            Poista
          
	
            
              
              
            
          
	
            
              
                
              
              
            
          
	
          

        
	Ei tuloksia


      
        
          
        
      
    

  







  
        
        
    
                
            
                
                    
    	
                                    
              Koti
            
            








	
                          
                
              
                        
              Muu
            
            


                    API management
                

                                    
                        In document
                        
    Application programming interface management for cloud entities of an enterprise resource planning software
                        (sivua 25-38)

                    

                            
            
                                
                    API  management  is  discussed  next  from  a  general  point  of  view.  The  structure  of  API 
 management is examined: What does API management consist of? Also, we will summarize 
 the solutions provided by the largest cloud vendors that are Microsoft Azure, Amazon AWS, 
 and Google Cloud according to “State of the could report” by Flexera (2019). The goal is to 
 get a general understanding of API management content and practices. 


API management is a challenge for API developers. The APIs connect mobile application 
 and back-end services together and often the back-end services have not been designed to 
 handle the traffic introduced by the mobile application. As a solution, some kind of layer 
 between the API caller and the back-end service should be established to control the traffic. 


(Garber, 2013) Such layer could be the API gateway component. De (2017) says that API 
gateway can be argued to be the single most important part of API management. According 
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to  him,  its  task  is  very  diverse:  It  facilitates  API  security  through  authentication, 
 authorization,  identity  mediation,  data  privacy,  certificate  management,  denial-of-service 
 attack  protection  and  threat  detection.  API  gateway  also  deals  with  traffic  management 
 through  consumption  limiting,  spike  arrests,  usage  throttling  and  traffic  prioritization. 


Finally,  API  gateway  includes  interface  translation  (format,  protocol  and  service 
 translation), caching, service routing and service orchestration (De, 2017). Additionally, API 
 portal  or  developer  portal  is  a  key  feature  to  successful  API  management  (APIacademy, 
 2015). The tasks of API gateway are further examined in table 5. 


Table 5.  API gateway features (De, 2017) 
 Main feature  Sub-feature  Description 


Security  Authentication  Identifying  and  validating  a  client  based  on 
 unique identifiers such as application keys. 


Authorization  Controls  the  access  of  specific  applications 
 identified by authentication to specific APIs. 


Identity mediation  Provide  integration  between  different  identity 
 protocols. Commonly there is a need to integrate 
 between OAuth used by API and SAML used by 
 back-end services. 


Data privacy  Encryption of data in API calls. 


Key and 
 certificate 
 management 


Management of keys and certificates that are used 
 to encrypt data in API calls. 


Denial-of-service 
 attack protection 


Detect denial-of-service attacks and prevent their 
 impact on the system. 


Threat detection  Detect malicious content inside API calls. 


Traffic 
 management 


Consumption 
 limiting 


Limit the allowed API calls of a client. E.g. single 
 client  cannot  bombard  the  API  gateway  with 
 thousands of calls in a minute. 


Spike arrest  Related  to  denial-of-service  attack  protection. 


Detect  spikes  in  incoming  API  calls  and  act 
accordingly. 
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Usage throttling  Add some delay between subsequent calls. Can be 
 useful if there are clear peeks in the calls during 
 different times of day or week. 


Traffic 
 prioritization 


Specific types of API calls or clients can be given 
 priority over others. 


Interface 
 translation 


Format translation  Provide  translation  between  data  formats.  Some 
 commonly  used  formats  are  XML,  JSON  and 
 CSV  and  sometimes  there  is  a  need  to  translate 
 one into another. 


Protocol 
 translation 


Provide  translation  between  protocols.  Some 
 commonly used protocols are SOAP and REST. 


Service  and  data 
 mapping 


Provide  representation  of  back-end  systems  and 
 how they map to APIs. 


Caching  Caching  Store  static  replies  in  memory  to  increase 
 performance. 


Service routing  URL mapping  Provide  mapping  between  URL  in  the  API  call 
 and actual URL in the back-end system. 


Service 
 dispatching 


Provides  ability  to  call  correct  back-end  service 
 based on incoming API call. 


Connection 
 pooling 


Manage the connections to back-end system. 


Load balancing  Balance the load imposed by incoming API calls. 


Service 
 orchestration 


Service 
 orchestration 


Provide ability to call multiple APIs in the correct 
 order to return an aggregated result. 


According to Garber (2013), API frameworks are an emerging trend. They help developers 
in writing APIs but limit the flexibility. The advantage is that developers can be convinced 
that the solution will work as it has been proven beforehand. Therefore, the developers of 
APIs do not need to make architectural decisions, but they can focus on developing the APIs 
using predefined framework. Garber notes that today’s applications often require multiple 
APIs for different functions. In the ERP system’s case this could mean separate APIs for 
emailing, reporting and message services inside invoicing application. Garber points out the 
difference between maintaining a single individual API versus maintaining a whole cluster 
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of APIs. The maintenance of an individual API can be easy, but in many cases one API is 
 not enough. Garber talks about a new trend in which  multiple APIs  are aggregated into a 
 stack of APIs. The stack of APIs provides developers with one interface, thus facilitating the 
 maintenance efforts. 


According to the white paper “Cloud Customer Architecture for API Management” by Cloud 
 Standards  Customer  Council  (2017),  a  good  API  management  platform  covers  the  whole 
 lifecycle  of  an  API.  The  lifecycle  includes  for  example  creation,  deployment  and 
 management.  Next,  a  general  view  on  API  management  platform  components  and 
 architecture is discussed, and finally a view on how MS Azure API management, AWS API 
 Gateway and Google Cloud Endpoints implement discussed features and architecture. The 
 API management platform  should  include a manifold  of features  and tools listed in  more 
 detail in table 6. The main functionality of an API management platform can be divided into 
 four: creating, running, managing and securing. 


Table 6.  The main features of an API management platform (Cloud Standards Customer 
 Council, 2017; De, 2017). 


Category  Details 


Automated tools for creating APIs  Include  automated  tools  for  designing,  modeling, 
 development, testing and deployment of APIs. 


API management tools  Include  tools  for  monitoring  and  managing 
 performance, stability, scalability, load balancing, 
 bandwidth priority control and failovers. 


Language support  Different  use  cases  may  require  using  different 
 languages. At least support for Node.js and Java are 
 recommended. 


API governance  Include tools for version management, packaging, 
 cataloging and lifecycle tracking. 


Access control tools  Include tools to manage access to the APIs, runtime 
analytics  to  detect  intrusion,  traffic  management 
and data privacy.  
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Figure  2  shows  the  components  of  an  API  management  platform.  Edge  services  between 
 public  network  and  cloud  include  components,  such  as  DNS  servers  and  firewalls,  that 
 enable  connection  and  the  transportation  of  content  between  the  two  networks.  API 
 developer tools contain features which allow API developers to model, create, debug, test, 
 build, deploy and publish APIs. API developer tools also facilitate naming and versioning 
 of APIs. API gateway acts as a gate between API calls and the back-end services or the API 
 runtime component. API gateway contains a set of policies that will be put into effect when 
 API calls arrive. As a result, API gateway controls the traffic and priority of incoming API 
 calls (for more API gateway features, see table 5). A secondary function for the API gateway 
 is  that  it  collects  analytics  data  and  monitors  the  traffic.  Analytics  data  is  sent  to  API 
 management and finally to API analytics visualization where different stakeholders can see 
 the visualization. (Cloud Standards Customer Council, 2017) 


Figure 2. Components of the API management platform visualized. Figure is adapted from 
 Cloud Standards Customer Council (2017). 


API  runtime  is  used  to  run  the  actual  business  logic  based  on  incoming  API  calls.  API 
runtime  is  not  always  necessary  as  the  API  calls  can  be  directed  straight  to  enterprise 
application. However, the API runtime has some benefits, mainly the ability to scale based 
on  workload  and  support  for  multiple  languages.  API  management  component’s  core 
function is to catalog, package, version and publish APIs. It can, for example, create groups 
or  stacks  of  related  APIs  which  application  developers  can  then  subscribe  to.  This  is 
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especially  useful  when  there  are  a  lot  of  APIs  and  maintaining  them  is  difficult.  API 
 management also takes in API metrics, analytics and monitoring data and forwards them to 
 API  visualization  component.  Developer  portal  shows  all  the  published  APIs  to  the 
 developers  and  they  can  subscribe  to  the  necessary  ones.  The  developer  portal  helps 
 developers  to  discover  APIs  and  provides  self-service  which  can  expedite  development. 


Most important use cases from the thesis’ point of view are listed in table 7. (Cloud Standards 
 Customer Council, 2017) According to  Moilanen et  al.  (2018), developer portal  typically 
 offers access to APIs for application developers in only couple steps. These steps can, for 
 example, be registering to the portal, choosing an API for testing and finally connecting the 
 API  to  actual  production  data.  API  developer  portal  can  be  built  in-house  but  doing  so 
 naturally  entails  a  huge  development  overhead  (APIacademy,  2015a).  The  benefit  of  
 in-house solution is the customizability. Another option is to use third-party solutions some of 
 which are highly customizable. Often organizations have very different API initiatives with 
 highly differing requirements. Thus, some organizations choose to develop an in-house API 
 developer  portal  which  suits  their  needs  exactly.  (APIacademy,  2015b)  Hosting  API 
 management  solution  in  cloud  instead  of  on  premises  can  have  the  benefit  of  better 
 scalability, reduced management, easier and faster updates, and finally, reduced costs (CITO 
 Research,  2015).  Generally,  deploying  APIs  in  cloud  has  the  following  benefits  over  
 on-premises deployment: Reliability, availability, time to market, lower capital and operational 
 costs, reduced management, scalability and agility. Cloud also has some negatives such as 
 higher network latency and less control over data. (De, 2017) 


Table 7.  Some of the use cases in API management platform (Cloud Standards Council, 
 2017). 


Title  Actors  Description 


Develop  a 
 new API 


API developer  API  developer  signs  in  to  the  API  management 
platform. He accesses API developer tools  to  create a 
new  API.  He  tests  the  API  and  finally  deploys  it  to 
production environment. Finally, he publishes the API 
using  the  API  management  component,  so  others  can 
subscribe to the API. 


28 
 Discover  and 


subscribe 


App developer  Application developer signs in to the API management 
 platform. He accesses the developer portal and searches 
 for  specific  API.  He  finds  the  correct  API  and 


Application developer has subscribed to an API which 
 he calls in a new application that he has developed. He 
 deploys the application for end user devices. End users 
 start using the new application. 


Use  an 


application 


End users  End  user  opens  an  application  on  his  device.  The 
 application makes an API call which is handled by the 
 API  gateway.  The  API  gateway  applies  all  the 
 predefined policies to the API call and invokes the API. 


The API gateway finally forwards the returning API call 
 to the end user device. 


Often it is useful to have different environments for different phases of API lifecycle. For 
 example,  testing  environment  and  production  environment.  Depending  on  the  level  of 
 isolation required between these environments they can be implemented using completely 
 separate instances of API management platforms or simply separate API catalogs inside a 
 single management platform. 


The goal of versioning is to allow changes in APIs with minimal impact to API consumers. 


Changes need to be controlled and predictable which can often be achieved by using some 
API  version  management  scheme.  API  versioning  is  somewhat  different  from  software 
versioning. New API version should generally be created in cases where the service interface 
is being changed. Creating new versions should be avoided in other cases, e.g. adding a small 
change to  the API.  An API is  a contract  between API developer and API consumer. API 
developers promise to offer services using operations such as read and update with certain 
parameters.  Changes  in  the  parameters,  i.e.  the  interface,  also  change  the  contract.  Some 
changes are backwards compatible and require no change in the contract. A new version of 
an  API  should  be  created  only  when  the  changes  are  not  backwards  compatible.  A  new 
version of an API is a prompt to the developers to let them know that they should adapt and 
change their code. Making backwards incompatible changes should be avoided resulting in 
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low frequency of major API versions which is also desirable. These principles go 
 hand-in-hand: Avoid making backwards incompatible changes to avoid breaking the client software 
 to avoid creating new major versions of the API. Finally, API version and software version 
 should be kept separate as their release cycles probably differ considerably. (De, 2017) 


API  version  management  can  be  done  using  URLs.  For  example, 
 http://www.forestapi.com/v3/. Another way of versioning is to use HTTP headers. The call 
 to API includes HTTP header which includes the API version that should be called. This 
 approach has one major drawback: How should it be decided which version to use if client 
 call does not include the header? Using a default version to solve the problem has its own 
 ramifications.  Third  way  of  going  around  versioning  is  to  include  the  version  in  the  call 
 parameters,  such  as  http://www.forestapi.com/api/units?version=2.  The  parameter  doesn’t 
 have to be mandatory. The API call receiver can opt to use default version instead. Finally, 
 there should exist a plan on how to handle deprecated versions. Whether it is returning 404 
 error or returning a link to newer version. (De, 2017; Kurtz & Wortman, 2014; Varga, 2016) 


Small, backward compatible changes to APIs can be published without much hassle. They 
 only require a documentation update and small notification to application developers to let 
 them know of the change. Management of backward incompatible changes is much more 
 difficult.  It  requires  announcement  of  new  version,  migration  plan  and  warnings  to  old 
 versions. On release, old versions should still work for some time simultaneously with the 
 new  version  to  give  time  for  developers  to  migrate  over.  (De,  2017)  Sometimes  it  is 
 necessary to rollback to an earlier version when making changes to APIs. In these situations, 
 it  is  important  to  manage  the  previous  versions  using  automated  processes  (Krintz  et  al., 
 2014). 


API  testing  is  used  to  verify  the  API  and  its  logic.  Typically,  the  testing  is  done  using  a 
software which calls the API and reads the response. APIs are often directly calling the 
back-end business logic which makes testing them important. Testing software generates API calls 
based on the API definition. The software then calls the API and attempts to  analyze the 
returning message.  It  is  important  that the software is  able to  automatically  generate API 
calls of differing parameters for good test coverage. Automation is a challenge due to some 
business  logic  cases  require  API  calls  in  a  specific  order.  The  order  can  sometimes  be 
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dynamic and also the input parameters can be dynamic. Any policies set in API management 
 platform should be considered in the testing. An example of such policy is the orchestration 
 of API calls in API gateway.  The calls have to be done in a specific order to achieve the 
 correct aggregated result. Some tools for API unit and integration testing  include Mocha, 
 Chai, JUnit and JMeter. Performance testing tools include JMeter, LoadUI and Wrk among 
 others. (De, 2017) Difficulty in testing web APIs is increased even further as the results are 
 not easy to verify due to the test oracle problem (Segura et al., 2018; Barr et al., 2015), where 
 a test oracle should be available to tell whether a test output is correct or incorrect (Howden, 
 1978).  


Orenstein (2000) argues that APIs are not necessarily hard to develop, instead the difficulties 
 emerge  when  one  tries  to  learn  the  APIs  developed  by  others.  He  notes  that  API 
 documentation is one of the most important management practices as without documentation 
 the developed APIs will not easily be understood by other developers. Consequently, when 
 the API goes out of date it can be near impossible to update without documentation. API 
 documentation is important especially for the consumers of APIs. Often, the developers of 
 APIs are very familiar with the product, but the consumers are not so. The goal is to enable 
 easy  adoption  of  API.  API  documentation  is  a  part  of  the  API  management  scheme  and 
 should  contain  steps  to  get  started  quickly,  sample  code,  list  of  features,  list  of  REST 
 endpoints, message payload documentation and the HTTP status codes that are being used. 


There  should  be  documentation  created  both  in  human-  and  machine-readable  formats. 


Manually  updating  documentation  and  keeping  it  synced  with  the  implementation  is 
 difficult.  Tools  for  automatic  API  documentation  should  be  used,  for  example  Swagger. 


Swagger  includes  tools  for  code  generating,  API  exploration,  editing  and  more.  Some 
 alternatives  to  Swagger  are  RAML  and  API  Blueprint.  (De,  2017)  Swagger  can  be 
 recommended  as  it  is  one  of,  if  not  the  most  used  description  languages  for  REST  APIs 
 (Haupt et al., 2018). 


To facilitate the adoption of APIs, Robillard and DeLine (2011) suggest taking into account 
 five  key  factors  in  API  documentation:  documentation  of  intent,  example  code  snippets, 
 mapping API scenarios, penetrability of API, and documentation format and presentation. 


All of the five factors impact developers’ ability to learn APIs. The documentation of intent 
means that the documentation  should  tell  developers why some API related decision was 
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made and how the API in question is intended to be used. Example code should be provided 
 in the documentation and it should contain best practices and examples of more than single 
 API call. This means that a single example should demonstrate more than one call resulting 
 in  a  usage  pattern.  Mapping  API  scenarios  means  that  the  documentation  should  show 
 developers how certain scenarios can be implemented using the API calls. E.g. the scenario 
 of making an order should be somehow linked to the correct API call. This can be thought 
 as providing usage patterns that are linked to a scenario. Penetrability of API is concerned 
 with  how exposed the internals  of the API  are. The documentation should reveal  enough 
 details of the API internals so that developers can understand the impact (e.g. performance 
 impact) of using certain methods. (Robillard & DeLine, 2011) 


Based  on  research  on  the  documentation  of  SAP,  Jeong  et  al.  (2009)  provide 
 recommendations  regarding  API  documentation.  The  appearance  of  the  whole 
 documentation should be consistent and unique. Developers trying to learn API should be 
 presented with high-level image of the documentation which helps them to understand the 
 structure and the scale of the documentation. If the documentation contains action paths, i.e. 


descriptions  of  series  of  tasks  to  accomplish  a  bigger  goal  such  as  calling  an  API,  the 
 descriptions of the paths should include metadata. Metadata should tell the developers who 
 are the intended target audience for this specific path and how it differs from another similar 
 paths. For example, calling some API can be done via web browser and via application code. 


There  could  be  two  paths  targeted  at  application  developers  and  business  users.  Bread 
 crumbs  can  help  in  navigating  the  documentation  and  understanding  the  structure.  In 
 addition,  users  should  be  provided  a  list  of  always-visible  links  to  selected  checkpoints. 


Checkpoints are the most common starting points for searching the documentation. (Jeong 
et al., 2009) In the context of this thesis, the documentation of the mobile API could include 
checkpoint links that point to different ERP branches, such as logistics or invoicing. This 
enables users to quickly navigate to some area. Jeong et al. (2009) go on to add that the basic 
features that the API documentation should include are integrated ‘How-to-use’ information 


Checkpoints are the most common starting points for searching the documentation. (Jeong 
et al., 2009) In the context of this thesis, the documentation of the mobile API could include 
checkpoint links that point to different ERP branches, such as logistics or invoicing. This 
enables users to quickly navigate to some area. Jeong et al. (2009) go on to add that the basic 
features that the API documentation should include are integrated ‘How-to-use’ information 
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