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With  the  abundance  of  operating  system  choices  available  to  end-users,  particularly  for  mobile
 devices,  application  developers  look  for  ways  to  cut  development  time  while  increasing  the
 portability  and  maintainability  of  their  source  code.  One  solution  to  this  challenge  can  be  found
 through use of cross-platform frameworks. Cross-platform frameworks function by abstracting the
 system-speciﬁc  details  of  incompatible  platforms  into  a  common  programming  interface  which
 developers can use to target many diﬀerent devices and operating systems.


This thesis studies the abstraction architecture of Qt, a leading cross-platform C++ graphical user
 interface  framework,  with  the  goal  of  bringing  a  new  platform,  Windows  Runtime,  to  the
 framework's  set  of  supported  targets.  Windows  Runtime  is  a  collective  programming  interface  for
 the Microsoft Windows 8 family of operating systems, including Windows 8, Windows Phone 8, and
 Windows  RT.  While  Qt  already  supports  a  range  of  desktop  and  mobile  operating  systems  ‒
 including  Windows,  Mac  OSX,  Linux/X11,  Android,  iOS,  BlackBerry,  and  Sailﬁsh  ‒  support  for
 Windows Runtime is a new feature of the framework brought forth by this case study.


Current  trends  in  cross-platform  frameworks,  particularly  declarative  user  interface  frameworks
 with a mobile emphasis, are assessed and compared to Qt's oﬀering, and the implementation of Qt
 for Windows Runtime is prepared with these trends in mind. The implementation contributes to the
 open-source  Qt  Project,  with  the  contributions  included  in  the  oﬀicial  Qt  5.3  release.  Using  the
 released version of Qt 5.3, a canonical Qt application is ported to the new platform and is certiﬁed
 and published in the Windows Store. Through this porting and publication process, an evaluation of
 the project's success is constructed within a cross-platform context.


The outlook for Windows Runtime as a growing platform is positive, as is the outlook for the uptake
 of  Qt  (and  cross-platform  frameworks  in  general)  within  modern  device  ecosystems.  Moving
 forward,  the  quality  and  feature  parity  of  Qt  for  Windows  Runtime  (as  compared  to  competing
 frameworks) is expected to improve as users and open-source contributors make this new oﬀering
 part of their respective development workﬂows and software projects.


Keywords:  user  interface  software  development,  cross-platform,  mobile,  abstraction,  Windows
Runtime, C++, Qt, Qt Quick, QML, declarative, OpenGL, Direct3D
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1 Introduction


Qt, WinRT, and the importance of cross-platform UI


Since  the  introduction  of  the desktop  metaphor,  an  inﬂux  of  window  management  systems  has
 pervaded  the  personal  computing  space.  These  windowing  systems  (typically  coupled  with  a
 particular  operating  system  and  programming  interface,  forming  a platform)  have  created  a  need
 for cross-platform  application  frameworks  to  ease  the  challenges  of  developing  software  for
 multiple,  incompatible  computing  environments.  As  newer  (often  mobile-oriented)  platforms  carve
 out  their  own  slices  of  the  personal  computing  arena,  they  fragment  developer  mindshare  across
 digital  marketplaces,  furthering  the  importance  of  cross-platform  user  interfaces  (UI)  as  a  tool  to
 target multiple ecosystems while reducing development eﬀort and software maintenance burden.


Windows  Runtime  (WinRT)  provides  an  application  programming  interface  (API)  for  writing
 applications  which  operate  within  the  Windows  8 Modern  UI  environment,  a  touchscreen-friendly
 user  experience  available  on  PCs,  tablets,  and  smartphones.  For  PCs,  it  blurs  the  boundaries
 between  the  traditional  notions  of  desktop  (driven  by  a  keyboard  and  mouse)  and  mobile  (touch-
 oriented)  interfaces,  while  asserting  a  level  of  system  trust  by  running  applications  within  a
 platform  security  "sandbox".  Such  applications  may  be  eligible  for  distribution  in  the Windows
 Store,  a  software  marketplace  for  Windows  devices.  WinRT  can  be  considered  a  platform  "target"


encompassing  the  operating  systems  utilizing  the  Windows  Runtime  API,  including  Windows  8,
 Windows RT, and Windows Phone 8.


Among  the  many  cross-platform  frameworks  in  active  development  is  Qt  [205],  a  veteran open-
 source  solution  written  in  C++.  Qt  provides  a  consistent  programming  model  for  developers  to
 utilize  the  same  application  source  code  across  a  variety  of  target  platforms,  and  it  does  so  by
 abstracting  platform-speciﬁc  interfaces  into  a  common  API  designed  to  work  everywhere.  Beyond
 platform  abstraction,  it  provides  an  array  of  supplementary  functionality  through  its  many  add-on
 modules, from multimedia playback to network services to text rendering (in fact, the document you
 are now reading was rendered using Qt's text layout engine). Despite its large feature set across a
 wide range of desktop and mobile operating systems, it has yet to add WinRT to its list of platform
 targets.


An assortment of incomplete solutions


Cross-platform  UI  frameworks  have  existed  for  decades,  with  wxWidgets  (ﬁrst  appearing  in  1992
 [27]),  Qt  (its  public  debut  in  1995  [28]),  and  GTK+  (1998  [29])  being  well-known, native  (that  is,
 built with a compiled language such as C++) examples still in use today. As Letner et al. [1] have
 explored,  the  cross-platform  playing  ﬁeld  is  becoming  increasingly  populated;  beyond  native
 frameworks, virtual machine solutions (using languages such as Java [30] or Ruby [31]), containers
 for  web-based  (or hybrid)  applications,  and  even  game  engines  can  prove  doubly  useful  as  multi-
 platform UI toolkits. Research from Palmieri et al. [2] as well as Ohrt and Turau [3] has shown that
 mobile  application  frameworks,  in  particular,  have  recently  grown  out  of  a  need  to  combat  the
 constant rise and fall (disruption) of operating systems in the smartphone and tablet markets.
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(5)As  an  example  of  this  disruption,  WinRT  introduces  not  only  a  new  API  for  writing  applications
 across devices, but a new window manager as well. In Meyers' terminology [4], the Modern UI uses
 a  tiled  approach  to  window  positioning,  as  opposed  to  the  "traditional"  desktop  interface  or  the
 fullscreen approach of modern tablet and smartphone operating systems. For Qt (and other cross-
 platform  frameworks),  WinRT  brings  new  challenges  by  combining  a  touch-oriented  system  of
 viewports  with  a  selection  of  features  only  found  within  the  traditional  desktop.  Frameworks  can
 stay competitive by integrating with a platform's native services; the combination of Qt and WinRT
 is no diﬀerent in this regard.


Within  the  constraints  of abstraction  across  many  platforms  (while  being adapted  to  ﬁt  well  to
 individual  platforms),  the  framework  must  deﬁne  its  own  ways  of  maximizing  developer  workﬂow
 eﬀiciency and code reuse. There are many areas where this activity can be seen: Wojtczyk and Knoll
 [5] have examined such eﬀorts in the build system, for example, while Bishop and Horspool [6] posit
 that declarative  programming  language  technologies  can  improve  code  reusability  (a  paradigm
 described  by  Abrams  et  al.  [7]  already  at  the  turn  of  the  century).  A  trend  in  modern  frameworks
 has been to adopt declarative techniques (such as web technologies like HTML and CSS) to aid in
 both  rapid  prototyping  and  more  semantic  programming  of  user  interfaces,  possibly  as  high-level
 languages  to  hardware-accelerated  graphics  APIs.  Just  as  in  the  case  of  the  build  system,  a  high-
 level UI language requires supporting tools to help facilitate a high development pace and positive
 cross-platform development experience. In other words, eﬀective cross-platform frameworks bring
 together  tooling  and  programming  patterns  in  a  way  that  the  framework  might  be  described  as


"easy" or "enjoyable" to use (in addition to being "powerful" or "eﬀicient").


In  addition  to  tailored  tooling  and  high-level  GUI  technology,  the  availability  of  a  framework's
 source code brings its own advantages. As a study by Gary et al. [8] suggests, open source projects
 give  the  opportunity  for  a  community  of  users  and  contributors  to  form  around  the  framework,
 reducing development costs and improving its market position. Qt holds its own as a cross-platform
 framework, given its advanced tooling (via its integrated development environment, Qt Creator), its
 high-level GUI language and scene graph (via its Qt Qml [206] and Qt Quick [207] modules), and its
 strong  open-source  community  (the  Qt  Project  [32]).  However,  its  lack  of  support  for  Microsoft's
 latest  platforms  (i.e.,  those  utilizing  the  WinRT  API)  is  something  which  may  drive  developers  to
 alternative solutions.


Bringing Qt to Windows Runtime


Given  this  shortcoming  in  Qt's  oﬀering,  examining  and  implementing  the  changes  necessary  to
 bring  Qt  to  WinRT  devices  makes  for  a  compelling  case  study.  Over  the  course  of  this  study,  the
 evolution  of  Qt's  cross-platform  architecture  and  its  integration  with  WinRT  is  documented,  the
 necessary changes are implemented, and the value of this eﬀort is assessed within a cross-platform
 context.  In  eﬀect,  this  study  serves  two  purposes:  to  discuss  the  theoretical  and  practical
 implications  of porting  a  new  target  to  a  well-established  cross-platform  framework,  and  to  bring
 forth  a  marriage  of  two  technologies  (Qt  and  WinRT)  in  the  hope  that  it  will  prove  useful  to
 developers worldwide.


The  catalyst  for  this  study  occurred  in  late  2011  as  a  job  interview  challenge,  when  I  was  tasked



(6)of  Windows  8.  The  initial  investigation  yielded  Qt  on  Metro  [33],  a  technique  for  running  an
 interactive  Qt  4  application  within  "Metro",  the  branded  name  for  the  Modern  UI  environment  at
 the time. The resulting demo garnered attention both from the press [34] and the community [36],
 and  was  especially  pertinent  in  light  of  Nokia's  recent  announcement  of  its  partnership  with
 Microsoft [35]. Qt on Metro was only a limited proof-of-concept, though, so the eﬀort was refocused
 in late 2012 with Qt 5 as a basis, and an early prototype was demonstrated at Qt Developer Days in
 November  2012  [37].  With  eﬀorts  by  myself,  my  colleagues,  and  members  of  the  community,  an
 announcement was made detailing the kick-starting and continued development of the project [38].


A  technology  preview  [39]  of  Qt  for  Windows  WinRT  was  released  alongside  Qt  5.2  in  November
 2013, and a highly functional supported Beta was released in May 2014 as part of the oﬀicial Qt 5.3
 release [40].


Figure 1: Qt and WinRT, a natural ﬁt: the Qt Quick Same Game demo [208] running on
 the Microsoft Surface RT (left) and Nokia Lumia 920 (right) [41].


While  Qt  5  is  engineered  to  be  the  easiest  version  yet  to  port  to  new  platforms  [42],  any  porting
 eﬀort is not without its challenges. As these challenges are investigated and implemented, the goal
 can be clariﬁed to that of obtaining full usability of Qt's GUI APIs on WinRT devices. In order to go
 from  a  completely  unsupported  platform  to  a  functional  Qt  port,  there  is  a  mix  of  low-level
 (toolchain and build system) requirements, middleware details (such integration with the graphics
 stack),  and  high-level  integration  points  such  as  platform-speciﬁc  UI  controls.  Additionally,  a
 number  of  supporting  tools  also  receive  attention,  with  the  goal  of  bringing  Qt  for  WinRT  to  a
 similar level of support within Qt's IDE, Qt Creator, as it has for other platform targets.


Through this combination of platform integration and improved tooling, a "standard" Qt experience
 is packaged and distributed via the Qt Project for download and use by developers, with a gathering
 of feedback collected and noted via the channels provided by the Qt Project. The completeness and
 usability  of  the  port  is  evaluated  by  building  a  canonical  cross-platform  demo  (naturally  including
 support  for  the  target  platforms,  Windows  8  and  Windows  Phone  8)  and  documenting  the
 challenges faced when publishing this application in the Windows Store.
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Background



2.1 Cross-platform as an approach


"Nothing  is  more  disagreeable  to  the  hacker  than  duplication  of  eﬀort.  The  ﬁrst  and  most
 important mental habit that people develop when they learn how to write computer programs is
 to  generalize,  generalize,  generalize.  To  make  their  code  as  modular  and  ﬂexible  as  possible,
 breaking  large  problems  down  into  small  subroutines  that  can  be  used  over  and  over  again  in
 diﬀerent contexts."


‒Neal Stephenson
 As Stephenson points out in his famous essay on the history of operating systems [43], duplicating
 eﬀort  goes  directly  against  a  fundamental  principle  in  software  engineering: don't  repeat  yourself
 (DRY).  Even  so,  DRY  is  not  always  an  easy  mantra  to  follow  in  the  divisive  world  of  GUI
 programming.  A  denizen  of  the  technology  society  interacts,  whether  actively  or  passively,  with
 dozens of computing platforms each day: apart from the typical personal computer, workstation, or
 mobile  phone,  the  user  may  rely  on  computing  systems  in  automobiles,  public  transportation
 systems,  digital  signage,  as  well  as  services  operating  remotely  within  the  "cloud".  As  computing
 becomes  ever  more  ubiquitous,  the  variety  of  hardware  and  software  conﬁgurations  for  diﬀerent
 tasks becomes vast and complex. With so many platforms in use ‒ and many with similar goals ‒ it
 becomes  increasingly  important  for  software  to  operate  cross-platform:  if  not  only  for  economic
 reasons,  but  also  for  the  sanity  of  the  programmer  who  is  tasked  with  maintaining  an  application
 targeted at multiple devices and operating systems.



2.1.1 C++ as a cross-platform language


While  GUI  construction  tends  to  be  the  topic  of  cross-platform  development  in  contemporary
 frameworks,  evolving  hardware  architectures  and  core  libraries  have  faced  incompatibilities  long
 before the desktop arrived. To make native code programming easier - rather than programming in
 a low-level, platform-speciﬁc machine code - the advent of compiled languages such as C grew out
 of a need for a more natural, human-readable syntax that could be rebuilt (compiled) into machine
 instructions  for  any  hardware  architecture  or  operating  system.  The  C  language  itself  might  be
 considered  one  of  the  original  cross-platform  "frameworks",  as  compilers  translate  platform-
 agnostic standard C procedures into hardware-speciﬁc machine code. Having its roots in the 1960s
 [9], C has endured and continues to be considered one of the most portable languages in existence
 [10].  From  the  Linux  kernel  [44]  to  the  Mars  Rover  [45],  C  is  ubiquitous...  and  while  it  may  seem
 prosaic when compared to interpreted languages like Ruby or JavaScript, it continues to evolve and
 inﬂuence popular higher-level languages as well.


Given  its  foundation,  C++  inherits  much  of  the  portability  of  C.  The  language  itself  is  no  silver
bullet,  though  -  it  also  takes  cross-platform  tools  and libraries  to  promote  real  source  portability,
allowing  for  an  abstraction  of  the  platform-speciﬁc  details  met  by  the  programmer.  For  strong
adoption, the cross-platform library should use a royalty-free API to allow use anywhere, preferably
with  free  and  open  source  implementations  to  back  it.  This  is  one  of  the  reasons  the  standard



(8)for the C++ language, but also to allow compiler vendors to supply their own implementations (and
 optimizations)  for  the  high-level  primitives  STL  provides.  Therefore,  the  C++  STL  continues  to
 provide one of the most portable code models for applications today, being used on Windows, Unix-
 style  operating  systems  (Linux/BSD/Mac  OS  X),  embedded  real-time  operating  systems,  as  well  as
 mobile  oﬀerings  like Android, iOS,  and  Windows  Phone  8.  Assuming  a  compliant  implementation
 exists  for  the  platform  (ideally  available  by  default),  STL  source  code  should  be  compilable  and
 runnable there.



2.1.2 GUI Portability


Despite  STL's  success,  it  is  not  comprehensive  ‒  certainly,  it  makes  no  attempt  to  provide  GUI
 functionality.  In  the  words  of  Bjarne  Stroustrup  (the  creator  of  C++),  "C++  is  a  language,  not  a
 complete  system"  [11];  for  this  reason,  GUI  applications  tend  to  get  "locked  in"  to  a  given  library
 (typically the platform's) which is likely not as portable as the STL code it might use underneath. As
 Kassinen  et  al.  [12]  describe  the  problem,  "many  programming  languages  provide  good  cross-
 platform support in the sense that they can be compiled for, or interpreted on, several platforms",
 but  they  continue  to  state  that  this  is  "not  suﬀicient"  in  "the  real  world",  as  diﬀerent  APIs  and
 restrictions of the operating environment must be taken into account. While a developer might be
 able to use C (or C++) as a universal language, using a given platform's native UI library outside of
 that operating system is usually not an option.


Apart  from  switching  to  a  language  (and  corresponding  UI  toolkit)  that  runs  in  a  virtual  machine
 (such  as JavaFX  or  Apache  Flex  [46]),  the  developer  may  opt  for  a  native  library  that  helps  them
 write  their  UI  in  a  cross-platform  way.  A  high-level  solution  like  Apache  Cordova  [47],  which
 provides  web  application  solutions  for  a  variety  of  platforms,  allows  applications  to  use  a  set  of


"universal" standards like those deﬁned by the W3C (i.e. HTML5 - a platform in itself, as Mikkonen
 and Taivalsaari [13] passionately assert). On the lower-level side of things exist graphics APIs such
 as OpenGL,  the  de-facto  standard  API  for  programmable graphics  pipelines.  The  middle  ground
 includes  native  toolkits  such  as  Qt  and  wxWidgets,  which  aim  to  make  platform  toolkits  equally
 accessible through a common API and a compiled language such as C++.


Native  cross-platform  toolkits  like  Qt  are  typically  built  with  the  platform  compiler,  against  the
 libraries included in the platform's software development kit (SDK). The toolkit provides an abstract
 API  (so  that  platform-speciﬁc  code  can  be  minimized)  in  a  compiled  native  library  (possibly,  with
 bindings for a higher-level interpreted language as well). This has the advantage that users of the
 toolkit need not learn the platform's API in order to write applications for that platform. Assuming
 that the abstraction layer is lightweight (as is typical when using native code), the cost of an extra
 layer of indirection should have a negligible eﬀect on performance. In consequence, combining the
 eﬀiciency  of  C/C++  with  the  portability  of  a  one-size-ﬁts-all  abstraction  layer  will  help  promote
 portability  in  UI  code  (after  all,  the  STL  itself  is  an  abstraction  layer  across  vendor
 implementations).


Bishop and Horspool [6] claim that cross-platform development is "a software engineering problem,
 but not a well-known one" ‒ a statement made, ironically, when frameworks like GTK+, Motif [48],
 Qt,  and  even  Wine  [49]  had  been  beating  the  cross-platform  drum  for  over  a  decade,  as  Babcock
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(9)points out [14]. The point of contention lies not within the availability of such solutions, but within
 the  solutions'  fundamental  approach  to  the  problem:  these  cross-platform  frameworks,  seemingly
 contradictorily,  subscribe  to  a  platform-speciﬁc  approach  to  their  programming  models.


Frameworks  like  these  have  been  based  on  the  idea  of  "wrapping"  native  API  calls  with  a  lowest-
 common-denominator  approach,  rather  than  building  up  the  framework  around  the  idea  that  the
 interface description should be made to endure interpretation by potentially multiple frameworks.


In  more  recently  examples,  both Sailﬁsh  OS  and Blackberry  10  ‒  operating  systems  with  user
 interfaces which happen to be built with Qt ‒ have opted to construct their own UI enhancements
 outside of the Qt community, making them API-incompatible with each other and other Qt-based UI
 components like Qt Quick Controls [210]. This, perhaps, is no diﬀerent than the wide range of Qt-
 based interfaces oﬀered by KDE, giving source and license incompatibilities to the point that they
 are of little use outside the KDE ecosystem. It would seem that, even in a larger community which
 thrives  oﬀ  a  common  core,  fragmentation  continues  to  propagate  in  the  higher  levels  of  the
 framework. Bishop and Harspool suggest that a solution is available through a top-down approach,
 whereby the interfaces (particularly the graphical variety) are deﬁned ﬁrst (in their example, via an
 XML-based  schema)  and  interpreted  by  any  compatible  framework  (in  their  case,  by  using
 reﬂection to produce the resulting objects), without a need for changing the schema's source. While
 most  frameworks  are  moving  toward  using  high-level  user  interface  languages,  none  of  these
 traditional C++ frameworks attempt to support a universal, cross-toolkit, UI description language
 as suggested by the researchers. For Qt, all it can do is provide a consistent API for such controls
 (as it has it done with its Qt Widgets [209] module, and is continuing with Qt Quick Controls), and
 hoping that Qt-based platforms will align with this API as they extend it.



2.1.3 Paradigm shift in cross-platform GUIs


By the mid 1990s, as Cusumano and Yoﬀie [15] note, two approaches became increasingly clear in
 cross-platform  work:  either  use  a  virtualized  environment,  where  code  is  built  for  an  ideal  virtual
 machine  (which,  of  course,  makes  the  system-speciﬁc  system  calls  "under  the  hood"),  or  use  a
 native toolkit which compiles against the system libraries and performs its native calls directly. By
 the late 1990s, marked by the success of HTML as a declarative medium, some saw a need for an
 even  higher  level  of  abstraction  -  in  eﬀect,  a  universal  user  interface  description  language.


Standardization attempts, not limited to the now ubiquitous HTML and XML speciﬁcations, marked
 the  beginning  of  a  declarative  trend  in  UI  framework  development.  Abrams'  UIML  proposal  [7]


(ﬁrst  introduced  in  1997,  with  standardization  attempts  in  2001),  for  instance,  demonstrates  a
 growing  need  for  the  "distillation"  of  user  interface  descriptions  to  a  human-readable  document
 which  is  easily  tooled  and  interpreted  across  platforms.  While  this  design  pattern  ﬁnds  itself  in
 modern frameworks ‒ even if few have reached the status of being "standard" (apart from, perhaps,
 web  technologies)  ‒  the  language  itself  still  does  not  dictate  how  these  interfaces  should  be
 rendered  cross-platform:  whether  through wrapping  native  calls  or  emulating  native  controls
 through direct painting. From a language perspective, declarative UI does not care how it is drawn
 (or  it  is  drawn  at  all).  Nonetheless,  there  is  clearly  a  shift  into  a  declaratively,  directly-painted


"canvas" approach to UI ‒ as Qt Quick, Apache Flex, JavaFX, Microsoft's XAML, and HTML5 can all
attest.



(10)The  story  of  combining  a  native  programming  with  supported  tooling  is  echoed  by  many
 frameworks. One such example is provided by Cusumano's and Yoﬀie's depiction of Netscape's early
 browser work: the frustration of the Java virtual machine led Netscape engineers to "abandon Java
 in  favor  of  C  and  C++"  in  1998.  To  this  day,  the  Mozilla  browser  continues  to  build  its  user
 interfaces  on  a  foundation  of  C/C++.  Not  one  to  shirk  the  value  of  fashion,  Mozilla  has  further
 adopted a declarative interface language, XUL [50], on top of this native base. Ohrt and Turau [3]


show  that  others  echo  this  sentiment,  noting  that  Microsoft's  XAML  and  Adobe's MXML  were
 developed  around  the  same  time.  This  paradigm  ‒  a  native  compiled  base  combined  with  a  high-
 level  interpreted  UI  language  ‒  thrives  because  UI  needs  to  operate  in  user  time.  As  user  time  is
 variable and generally not performance critical (as long as it delivers a ﬂuid user experience), it can
 make concessions in eﬀiciency in exchange for increases in ﬂexibility and portability. Perhaps more
 importantly,  declarative  UI  allows  for  the  separation  of  presentation  logic  and  business  logic,
 allowing  developers  with  diﬀerent  expertise  areas  to  work  collaboratively  while  working  in
 languages that are eﬀicient for their goals. This decoupling lends itself to fast prototyping (via less
 compilation  and  higher-level  building  blocks),  even  to  the  point  of  UI  code  being  generated  and
 edited via a graphical design tools.


Examining this shift, Corral et al. [16] go as far as to state that "mobile web development tools will
 be  preferred  by  designers  and  programmers  thanks  to  their  versatility,  economy  and  usefulness,
 less dependent on speciﬁc platforms and SDKs". Certainly, the challenges of tracking a native SDK
 is  a  burden  that  framework  developers  have,  and  which  developers  using  the  framework  may
 struggle with, as indicated by Humayoun et al. [17] in a case study of three cross-platform mobile
 frameworks. Even so, these trends shifts can be seen beyond hybrid web frameworks, as Hui et al.


[18]  notes,  with  "cross-platform"  (using  the  native  SDK  with  an  abstract  API,  such  as  Qt)  and


"interpreted"  (using  a  virtual  machine  or  language  runtime,  such  as  the  Java-based  XMLVM  [55])
 solutions exhibiting similar approaches. For example, a declarative user interface toolkit by Hanus
 and  Kluß  [19],  based  on  Curry  [56]  (a  language  based  on  Haskell  [57]),  was  constructed  with  a
 syntax that semantically divides the user interface description's structure, layout, and function into
 separate  language  elements:  these  elements  having  direct  analogs  to  HTML,  CSS,  and  JavaScript
 events,  respectively.  Similarly,  the  Qt  Modeling  Language  (QML  [211])  retains  a  highly-readable
 hierarchy  of  elements  to  describe  the  UI's  structure,  with property  bindings  to  map  relationships
 between  the  elements  and  with  imperative  code  blocks  (in  JavaScript,  or  calls  to  C++)  to  provide
 application  logic.  In  eﬀect,  the  fundamental  principles  of  UI  development  found  in  of  web
 frameworks are also in use by non-web frameworks, showing that this paradigm shift is not limited
 to  HTML5,  and  that  alternative  oﬀerings  have  no  reason  not  to  remain  competitive  with  web
 technologies going forward.


In the terminology used by Babcock, frameworks tend to work by one of two approaches: either by


"wrapping"  a  native  UI  library's  components,  or  by  "emulating"  it  by  drawing  the  components
 directly with a graphics API. To illustrate further, Ohrt and Turau [3] refer to wrapped components
 as "native" elements, and emulated components (regardless of whether the native style is emulated)
 as  "custom"  elements.  The  forerunners  in  the  ﬁeld  (wxWidgets  and  Qt)  used  the  term widgets  to
 describe their wrapped native controls, and the concept of widget has accordingly been associated
 with  such  a  drawing  paradigm.  When  looking  at  more  recent  examples,  the  widget  approach  has
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(11)fallen  by  the  wayside  in  favor  of  innovating  upon  a  "blank  canvas".  In  a  survey  of  nine  mobile
 development  frameworks  examined  by  Letner  et  al.  [1],  four  tools  chose  an  exclusively  canvas-
 based  approach  to  UI  element  rendering,  three  took  a  hybrid  approach  (using  both  native  and
 custom components), and only two frameworks used an entirely native approach. As the number of
 platforms  increases  (and  hence  the  number  of  diﬀerent  native  component  sets),  one  might  expect
 that it becomes more eﬀective to implement a framework's painting architecture on top of a generic
 drawing  API  rather  than  providing  an  abstraction  of  every  native  component  available  on  each
 platform. In summary, three driving factors can be observed within this movement:


∙  As  the  number  of  platforms  increases,  an  abstract  drawing  API  is  easier  to  maintain  than  an
 abstract widget library. This may even be true when the platform attempts to emulate the native
 style itself using pure drawing commands, as at least all the styles use the same drawing API.


∙ Cross-platform drawing libraries like OpenGL already exist, and are widely adopted. An
 embedded platform may not have a natural "native" widget set to begin with, so standardizing
 on the drawing library becomes a more appropriate solution.


∙ Web technologies have aﬀected how we think about UI, as they demand ﬂexibility across
 screen sizes and while having less concern for platform look-and-feel.



2.1.4 Feature parity and open-source


Painting, of course, is only one piece of the multi-platform puzzle. Cross-platform frameworks must
 abstract a wide array of other issues, such as window management, input devices, networking, ﬁle
 I/O,  sensors  (such  as  GPS,  accelerometer,  and  compass),  and  native  databases  (e.g.  a  user's
 contacts). In a survey of ﬁve cross-platform products intended for mobile development by Palmieri
 et  al.  [2],  it  was  found  that  no  single  framework  abstracted  every  native  API  that  the  researchers
 examined. From a completeness point of view, there may always be trade-oﬀs in what is oﬀered by
 the  framework,  forcing  the  developer  to  dive  into  platform-speciﬁc  native  code  when  needed.


Having  the  freedom  to  do  so,  while  having  the  option  to  drop  into  platform-speciﬁc  code  when
 needed, can also be seen as a valuable attribute when choosing the multi-platform toolkit.


Missing features (e.g. the abstraction hides some control that the native API provides), or bugs in
 the  toolkit's  implementation  (especially  diﬀerences  in  cross-platform  behavior)  may  end  up  being
 more  pertinent  issues  in  practice.  These  concerns  are  often  mitigated  by  the  availability  of  the
 toolkit's source code. Frameworks which are free and open source software FOSS allow developers
 to  modify  the  toolkit  itself  if  necessary,  as  well  as  allowing  these  changes  to  be  fed  back  to  the
 framework's  community.  Having  the  source  code  available  can  help  to  instill  conﬁdence  in  the
 framework  (by  allowing  auditing  and  veriﬁcation),  allow  community  members  to  ﬁx  bugs
 themselves,  and  even require,  under  certain  circumstances,  that  code  modiﬁcations  remain  open-
 source when the work is licensed under copyleft terms like those in the GNU Public License (GPL).


In eﬀect, open-source methods can be a powerful tool in keeping a lively active community around
 the framework.


The  constraints  of  open-source  are  well  acknowledged  in  a  case  study  by  Gary  et  al.  [8],  where
researchers found open-source "requires participation in a community, and that decisions are made
as  part  of  the  community".  They  further  explain  that  "credibility  is  'earned'  through  participation
for individuals, institutions, and companies alike", a notion not unlike Qt Project's openly governed



(12)'meritocracy'.  While  these  constraints  may  become  burdensome  for  small  companies  trying  to
 control  their  own  open-source  project  (as  was  the  conclusion  in  the  study),  having  a  larger
 community of individuals and institutions (as seen in Qt) can result in a lively exchange of ideas and
 contributions.  Digia  claims  that  Qt  has  a  "thriving  community  of  500,000  developers  [59]",  an
 estimate  based  on  the  frequency  of  SDK  downloads  from  the  Qt  Project  website.  Qt  5.2,  for
 instance, was downloaded over one million times [60] within the ﬁrst four months of its release. As
 a more practical statistic, the Qt Project developer network (which consists of an on-line forum and
 wiki) has nearly 35,000 registered users, with over 5,000 having been active within the past three
 months [61]. A key advantage to open-source communities ‒ in addition to getting "free" bug ﬁxes
 and code development ‒ is the possibility for increased visibility and market position. A large and
 active  community  fosters  continued  investment  into  the  framework,  perpetuating  the  product's
 development.



2.1.5 Weighing the options


Table 1: a comparison of mobile-oriented cross-platform frameworks, as gathered from
 two studies: Orht and Turau [3] and Heitkötter et al [20].


As  consumer  attention  shifts  toward  mobile  operating  systems,  fragmentation  across  software
 marketplaces  is  perpetuated.  In  most  of  these  cases,  the  classically  native  programming  option  is
 not even the primary toolkit choice (Android, for instance, uses Java as its primary SDK, with native
 toolkit  support  as  a  secondary  option).  Because  of  this,  developers  are  (by  default)  faced  with
 creating  platform-speciﬁc  applications  if  they  use  a  platform's  primary  UI  toolkit,  a  phenomenon
 which  has  lead  to  an  assortment  of  incomplete  solutions,  just  as  in  desktop  operating  systems.


Based  on  the  topics  already  discussed  ‒  painting  style,  programming  language,  licensing  options,
 and platform compatibility ‒ nine frameworks have been collected to paint a landscape of oﬀerings
 (Table  1).    What  can  be  seen  in  this  table  is  that  Windows  Runtime  is  not  only  lacking  an
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(13)implementation  in  many  frameworks,  it  is  also  a  good  ﬁt  for  Qt's  cross-platform  portfolio,
 particularly the requirements of a native paint engine with C++ language support.


Cross-platform libraries are big business - especially in the mobile segment - as framework ventures
 can  gain  revenue  from  licensing,  cloud  services,  consulting,  or  tooling.  While  a  software  project's
 platform choice will certainly not be limited to only these factors, these do help to give a picture of
 the developer experience trends which can be seen from the frameworks. Some notable trends can
 be observed, such as:


∙  Every  framework  supports  both  iOS  and  Android,  suggesting  that  these  are  the  essential
 mobile platforms. Interestingly, over half of these support some form of desktop development in
 addition. Windows Phone, despite being one of the newest mobile OSes, has support from over
 half of these frameworks as well.


∙ There is a fairly even split between UI paradigms: two frameworks rely on wrapped native
 widgets (Titanium, LiveCode), three use primarily HTML5 (Rhodes, Cordova, MoSync), two
 frameworks use a custom canvas-based approach (Air, Marmalade), and one framework has
 boldly decided not to perform any UI abstraction at all (Xamarin). While Qt supports natively
 wrapped widgets and HTML5 via Qt Webkit, its primary UI platform is Qt Quick, which falls into
 the canvas-based approach.


∙ Virtual machine languages are trendy: two-thirds of frameworks use such a language, while
 the remainder all have an alternative scripting language to augment the native C++ option.


Again, Qt has followed the trend by supporting JavaScript inside QML.


∙ Free and open source licensing appears advantageous to most frameworks, with only two
 frameworks being completely proprietary. Perhaps surprisingly, there is only one framework
 (LiveCode) with a strictly copyleft license (GPL), while others have more permissive options.


Like Qt, LiveCode has a commercial licensing option available for applications which cannot
 adhere to the more restrictive legal requirements of the GPL.


∙ Every framework has an IDE optimized for use with the framework, suggesting that proper
 tooling is an important factor for developers.


What can be taken from this comparison is that there are many competing factors in toolkit choice,
and  that  Qt  is  certainly  not  alone  in  the  cross-platform  UI  eﬀort.  While  Qt  has  good  platform
diversity  (especially  in  embedded),  it  still  lags  behind  in  modern  mobile  adoption  (given  that  over
half of the competing frameworks have already adopted Windows Phone support). Compared to the
alternatives,  it  stands  its  ground  by  integrating  directly  with  the  platform's  native  SDK  and
toolchain,  providing  a  high-level  declarative  UI  technology  backed  by  OpenGL,  and  boasting  a
supporting IDE (which itself is written with Qt). The foundation for WinRT is already there - only a
few bricks and a bit of mortar are required to build up Qt (and Qt Quick) into a usable toolkit for
use  on  these  devices.  The  next  sections  identify  these  building  blocks,  allowing  for  a  blueprint  of
action points to bring the new platform up to speed.
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2.2 Modern UI: an overview


"It's not about adornments. It's about typography, color, motion. That's the pixel."


‒Sam Moreau, Microsoft Design


Through Microsoft Design's creation and application of the "Metro" design language, a new set of
 user  experiences  for  Windows  8  devices  were  forged.  As  Moreau  describes  [51],  Metro  is  about
 modern  design  (clean,  minimalist),  international  typographic  style  (clear,  focused,  direct),  and
 motion  design  (cinematographic  ﬂuidity).  Through  the  exporation  of  these  principles  comes  the
 largest  series  of  changes  to  the  Windows  user  experience  since  the  move  from  Windows  3.1  to
 Windows 95. Along with a new visual face, Windows 8 brings a new interface for programmers to
 tap into the Metro (Modern UI) experience.



2.2.1 Enter the grid


The  Modern  UI  environment  is  aims  to  be  a  clean,  grid-driven  paradigm  for  a  new  set  of  devices
 and use cases. From the user perspective, Windows 8 might be perceived as a hybrid of two quite
 diﬀerent  environments:  the  traditional,  familiar  desktop  sits  under  a  cover  of  the  new  Start  menu
 and  Modern  UI  experience.  These  two  worlds  are  split  in  such  a  way  that  the  desktop  itself  feels
 like  its  own  application  within  the  Modern  UI:  a  stranger  in  a  world  driven  by  full-screen,  touch-
 friendly views. The new Start menu - a total redesign of the nested menu which debuted in Windows
 95 and continued through Windows 7 - is modeled after the mobile "home screen" archetype, ﬁlling
 the screen as opposed to being overlaid on the desktop.


Figure 2: Going from the from the desktop to the Start menu via a "hot corner" (left,
 detail), and the fullscreen Start menu (right) with live tiles in Windows 8.


In being the main landing view for the user, the Start menu is composed of a grid of "live tiles" (a
 concept introduced in Windows Phone 7), which are rectangular containers for icons, information,
 and  other  application-speciﬁc  content.  While  desktop  users  can  eﬀectively  ignore  the  Modern  UI
 and  use  the  desktop  as  they  would  on  previous  versions  of  Windows,  the  new  Start  menu  itself
 cannot  be  ignored,  as  it  prescribes  the  Modern  UI  experience  to  the  user  as  the  more  natural
 environment. Consequently, only Modern UI-ready applications are available in the Windows Store,
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(15)a  centralized  software  marketplace  for  trusted  applications.  Windows  Phone  8  -  being  a  purely
 handheld OS - has no traditional desktop, but shares a similar grid of live tiles for its homescreen,
 as  well  as  the  same  simplicity  of  design,  clear  typography,  and  view  transition  ﬂuidity  -  as  well  as
 access to the Windows Store for its software.



2.2.2 Managing the desktop


A desktop window manager (DWM) is responsible for positioning, sizing, and graphical composition
 of windows within the desktop environment; key examples being Microsoft Windows, X11 (used on
 Linux/Unix  variants),  and  Mac  OS  X.  The  hallmark  of  the  Modern  UI  window  manager  is  the  how
 little windows are actually managed. On PCs and tablets, applications are by default full-screen (on
 phone, all applications are full-screen, although the user may switch between running applications
 by holding the back button). The user may then resize the application's width to take up part of the
 screen, allowing multiple apps to share horizontal space on the display. Gestures from the left allow
 other  applications  to  be  brought  into  focus  or  "docked"  in  view,  and  splitters  between  the
 applications allow for redistribution of available space. A gesture from the right side of the screen
 brings  up  the  "Charms"  bar  overlay  for  access  to  system  and  application  settings,  and  a  gesture
 from  the  top  or  left  can  be  used  to  move  a  window's  docked  position  (or,  when  the  window  is
 dragged downward, to close the application).


This "sliding door" approach to window management is not necessarily a new idea, considering that
 space distribution in window managers was a prevailing research topic in PC user experience of the
 1980s (as, for example, the 1986 constraint-based approach by Cohen et al. [21] shows). By 1988,
 Meyers  [4]  had  constructed  a  taxonomy  of  window  management  which  identiﬁed  that  a  paradigm
 split  between  "tiled"  and  "overlapping"  window  managers  had  emerged.  While  the  desktop
 metaphor  (with  windows  acting  like  overlapping  papers  or  photos  on  a  work  desk)  is  much  more
 widely used by contemporary systems, the handful of actively-developed tiled window managers for
 X11  (such  as  awesome  [52],  Matchbox  [53],  and  xmonad  [54])  show  that  demand  for  tiled
 windowing systems, with their screen-use maximizing qualities, still exists.


The  Modern  UI  undeniably  falls  into  the  tiled  category,  as  its  vertically-ﬁlled  and  horizontally
 adjacent  views  do  not  overlap  unless  they  are  being  moved  into  place  from  a  side  gesture.  While
 Windows  7  already  enabled  diﬀerent  snapping  of  windows  to  half  of  the  screen  for  multitasking
 purposes  (reducing  the  visual  clutter  of  an  overlapped  window  scheme),  Windows  8  distills  this
 snapping  system  to  its  essentials:  the  possibilities  of  window  resizing  and  moving  are  limited  to  a
 splitter  between  top-level  windows,  with  the  added  ability  to  drop  a  window  to  the  left  or  right  of
 the screen. The shift away from traditional, overlapped and composited windows can be seen as a
 nod to the classical, tiled approach of DWMs of nearly three decades prior, while at the same time a
 move  toward  future-prooﬁng  the  operating  system  for  a  world  of  enigmatic  devices  which  teeter
 between the classical desktop workhorse and the humanist handheld.


The Modern UI form of docking window management, though simple, can provide various types of
multi-tasking  not  currently  possible  on  purely  fullscreen  window  managers  like  those  found  on
Android  and  iOS.  For  example,  drag-and-drop  between  applications  is  now  possible,  because
multiple  applications  can  be  seen  at  a  time.  Similarly,  docking  an  application  (e.g.  instant



(16)messaging,  video  chat,  or  email)  to  the  side  can  keep  it  visible  while  work  inside  another
 application  continues.  According  to  Shibata  and  Omura  [22],  docked  window  management  can
 increase  productivity  in  multitasking  operations  by  keeping  important  application  components  on
 the  screen  at  all  times,  while  visually  separating  them  to  maintain  the  user's  mental  model  of  the
 application as a "toolbox" of many compartments. While the traditional multi-tasking desktop easily
 accomplishes  that  (contingent  on  the  user  actually  using  the  docking  features  of  the  DWM),  the
 Modern  UI  distills  this  into  a  limited  set  of  multi-tasking  scenarios.  The  goal  (and  advantage)  is
 reduced visual clutter (with no extraneous window chrome), less wasted space (no desktop showing


"through  the  cracks"),  and  more  precise  size  expectations.  Applications  can  be  made  to  maintain
 ﬂexible layouts, but with the assumption on a minimum height (matching the screen's height) and
 width (320 pixels, but conﬁgurable to larger size if needed).


Given enough constraints of the window manager, a certain window management style might even
 be suggested (if not enforced). A dichotomy of management styles for desktop users, as described
 by  Stegman  et  al.  [23]  (based  on  earlier  research  by  Kang  and  Stasko  [24]),  categorizes  multi-
 tasking users as follows: "togglers", who prefer their apps to remain fullscreen and quickly switch
 between them (e.g. by using the Alt+Tab key combination), and "resizers", who prefer to use switch
 between  overlapping,  non-maximized  windows  (possibly  resizing  them  when  needed).  The  Modern
 UI caters to "togglers" in that it hides distracting content (such as the Charms bar) by default, as
 well  as  providing  only  the  minimal  application  chrome  necessary.  With  the  ﬂick  from  the  left,  it
 gives  fast  application  switching  to  a  touch  screen  (as  well  as  mouse)  gesture.  On  the  other  hand,
 windows can still be docked and resized, while saving "resizer" users extra presses by eliminating
 overlap  and  vertical  sizing.  Additionally,  apps  can  be  moved  from  one  side  of  the  screen  to  the
 other,  displacing  other  apps  on  the  screen  and  again  saving  the  user  from  additional  presses
 required to reposition the other windows around manually.


Certainly,  this  is  a  simpliﬁed  approach  when  compared  to  traditional  DWMs,  but  there  are
 advantages  to  this  simplicity.  Applications,  even  when  running  on  PCs,  can  eﬀectively  be  treated
 like  mobile  applications  when  designing  the  interaction  and  layout.  This  is  because  application
 space  always  takes  the  height  of  the  screen,  and  is  comprised  of  a  single,  top-level  window.  Size
 change  handlers  are  needed  for  the  sliding  window  manager,  but  this  is  little  more  eﬀort  than
 handling both portrait and landscape on a smartphone. Touch-sized interactive areas tend to have a
 larger  physical  size  than  those  designed  for  the  mouse  cursor,  but  this  allows  for  a  higher  mouse
 speed (and less movement of the hand when pointing). In other words, the Modern UI tailors itself
 to tablet users, while leaving itself compatible with control via mouse and keyboard.



2.2.3 Auxiliary controls


Given  that  window  decorations  (or "chrome")  are  scarce  within  the  Modern  UI,  a  few  common
 controls  seem  to  be  left  out  of  the  picture  -  the  top-level,  context-sensitive  utility  windows  like
 dialogs, popup menus, and tooltips. These well-known paradigms are not absent from the simpliﬁed
 Modern UI, but simply more structured and generalized: a replacement for each of them exists, and
 is done in such a way to ensure a common user experience across applications:


∙ Message dialogs are modal overlays upon the application, limited to text and command


14



(17)buttons. Compare this to the traditional message dialog which is typically a movable, modal
 window. The major departure is that the same dialog style used by message dialogs is often used
 by other ﬂoating windows in a desktop app - such is not the case in the Modern UI, where more
 interactive dialogs should be built directly into the application. An example of this is the Settings
 Charm, which is recommended for use as a top-level entry point to an application's settings,
 providing a consistent location across applications.


∙ Live tile updates aren't part of the application per se, but an extension of the application which
 provides additional feedback to the user. One could draw some parallels to the system tray icon,
 notiﬁcation area icons which are typically used when the application is running in the


background. Such a control allows the application to relay state information visually, while also
 providing the ability to display unobtrusive messages and quick access to the application's full
 UI. "Toasts", temporary notiﬁcations which can be pushed to the screen by a background


application (e.g. an incoming email or phone call) and be compared with the alert bubble of such
 a tray icon, while live tile updates can be compared to the changed icon of an application in the
 system tray.


∙ The context-sensitive popup menu has not changed greatly between the Modern UI and what is
 expected from desktop. However, the user experience enforcement is in place here as well ‒
 Modern popup menus are limited to six items and support no submenus. The principle of
 simpliﬁcation continues here, with generalization toward supporting mobile use cases.


Figure 3: New integration points. Left: Popup (context) menu. Middle: Modal dialog.


Right: Settings pane.


The  Modern  UI  consolidates  many  application-level  user  interface  controls  into  centralized,
universal controls overlaid on the application itself. While this is a trend seen on mobile operating
systems, it is a rather new set of integration points for the conventional desktop. Combined with a
sliding  window  manager  and  a  grid-based  homescreen,  the  Modern  UI  is  a  hybrid  of  desktop  and
mobile  paradigms,  allowing  it  to  cater  to  both  categories  of  devices.  Going  forward,  it  will  be
important for Qt to interface with these integration points in ways which are useful and meaningful
to the programmer.
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2.3 The constraints of integration


Given the constraints of the window manager and other native UI discussed in the previous section,
 this section looks at the practical implications of the Windows Runtime API and how it ﬁts in with
 Qt Platform Abstraction (QPA [212]). QPA, as the name implies, is a system for abstracting platform
 diﬀerences so that platform speciﬁcs within Qt can be concentrated into modular plugins.



2.3.1 A new set of interfaces


For  application  developers,  the  three  user  environments  (Desktop,  Modern,  Phone)  have  various
 levels of access to the WinRT API. While desktop development continues to use the existing Win32
 API  [162],  much  of  the  WinRT  API  can  also  be  used  in  desktop  applications.  Modern  UI  apps  are
 given  access  primarily  to  the  WinRT  API  in  addition  to  a  selection  of  "safe"  interfaces  within  the
 existing Win32 API set. Windows Phone applications have access to most of the same interfaces as
 Modern  UI  apps,  as  well  as  a  few  additional  APIs  which  only  make  sense  in  the  context  of  a
 smartphone operating system (the Windows Phone Runtime). Given the overlap in API availability,
 some parts of an application may be written for all three environments, using the same source code.


The  bulk  of  user  interface  APIs  is  the  same  on  Modern  UI  and  Windows  Phone,  making  most  UI
 code compatible between those platforms.


Figure 4: Overlap between Desktop (Win32), Windows Runtime, and Windows Phone
 Runtime API sets. The "new experience" concept is included for completeness.


Given that desktop Windows is already a well-covered platform for Qt, the WinRT port of Qt is quite
 sensibly  limited  to  the  Modern  UI  environment,  and  not  intended  to  be  used  from  the  Windows
 Desktop.  It  is  not  inconceivable,  though,  that  future  backends  for  e.g.  multimedia  or  networking
 (where  the  WinRT  API  may  also  be  used  in  desktop  applications),  might  be  written  cross-
 environment. It is also worth noting that a third, hybrid option (called the "new experience" [62]) is
 a  possibility  oﬀered  as  an  olive  branch  to  web  browser  vendors;  allowing  a  browser  to  run  in  the
 Modern  UI  without  dropping  all  the  aﬀordances  of  Win32.  While  this  might  also  be  considered  a
 target environment as well, adoption of this type of application is expected to be marginal: although
 both  Google  Chrome  [63]  and  Mozilla  Firefox  [64]  were  earlier  adopters  of  the  approach,  Mozilla
 discontinued  development  on  the  Modern  UI  version  of  their  browser  two  years  later  [65].  New
 experience  applications  are  not  eligible  for  the  Windows  Store,  either,  as  they  use  APIs  which  are
 not sandbox-safe.
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2.3.2 Working with the runtime


As  might  be  expected,  given  Microsoft's  history  with  .NET  (backing  languages  like  C#  and  Visual
 Basic),  the  Windows  Runtime  API  is  designed  to  be  language  agnostic:  the  three  chief  oﬀerings
 being  C++,  C#,  and  JavaScript.  Because  of  this,  WinRT  is  not  a  pure  C  API  like  its  predecessor
 Win32.  Rather,  the  C++  interface  ‒  following  Microsoft's  traditional  Component  Object  Model
 (COM) ‒ is generated from the interface description language (IDL) of the corresponding Windows
 Metadata (WinMD), an abstract interface description shared between language bindings. To aid in
 this task, the Windows Runtime Template Library (WRL [163]) can be used to help manage memory
 and  cast  between  types  in  lieu  of  higher-level  language  bindings  with  features  like  garbage
 collection.


The WRL and COM WinRT bindings should feel comfortable for those familiar with Win32 and STL,
 but  it  is  worth  noting  that  MSDN  only  documents  the  C++/CX  variant  of  C++  (enabled  by  the
 compiler's /ZW ﬂag [164]). By utilizing WinMD, the C++/CX language bindings can oﬀer the same
 functionality  as  the  COM  classes  via  a  more  elegant,  polymorphic  API  (COM  does  not  use  the
 standard  C++  inheritance  model,  and  casts  must  typically  be  done  via QueryInterface  calls).


Syntax-wise, C++/CX does depart from C++ in signiﬁcant ways; it appears almost identical to C+


+/CLI, Microsoft's existing language for interfacing managed (.NET) types in C++. Through these
 extensions,  the  goal  is  to  provide  a  "ﬂavor"  of  C++  in  which  the  developer  can  be  less  concerned
 about  mundane  details  like  memory  management  and  COM  typecasting,  provided  by  automatic
 reference  counting  of  WinRT  types  through  the  use  of  (non-standard)  smart  pointers  and  an
 exception-driven  programming  model  with  WinRT  return  types  (as  opposed  to  COM's HRESULT-
 based [165], out-parameter API).


While CX may ease C++ development when compared to the traditional COM, it has the challenge
 of  being  syntactically  incompatible  with  existing  compilers,  syntax  highlighters,  and  code  editors.


And while this could be worked around in Qt by tucking CX code into private implementations (the
compiler  allows  CX  to  be  freely  mixed  with  standard  C++),  Qt  as  a  library  is  designed  to  be
exception-free,  so  trying  to  wrap  C++  exceptions  in  all  library  code  could  quickly  counteract  the
code  savings  provided  by  the  CX  extensions  over  the HRESULT  checking  of  COM.  The  Qt  Project
tends to avoid these types of vendor-lockin scenarios when possible, and it was decided between the
Qt for WinRT developers that these CX extensions would not be used in Qt source [66], and that the
WRL would be used extensively. This choice was considered by some members of the Qt community
as  not  going  far  enough  to  be  Microsoft-independent:  developers  from  the  VLC  project  [97]  have
expressed  their  disappointment,  as  free  toolchains  like  MinGW  have  yet  to  adopt  the  WRL  or  a
provide  an  alternative  for  it.  While  it  might  be  possible  to  avoid  the  WRL  altogether  (perhaps,  by
adding  some  internal  smart  pointers  to  take  its  place),  using  it  within  Qt  appears  to  be  the  most
sustainable  solution.  In  any  case,  developers  can  still  use  these  CX  extensions  or  third-party
toolchains in conjunction with pre-compiled Qt libraries if they prefer, as Qt's use of the WRL does
not  aﬀect  binary  compatibility  (and  disabling  the /ZW  ﬂag  ensures  binary  compatibility  with
standard C++).
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2.3.3 Interfacing with native UI


When  examining  the  range  of  window  managers  which  Qt  has  been  ported,  a  dichotomy  emerges
 between  the  complex  DWM  plugins  and  the  simple  embedded  and  mobile  plugins.  While  DWMs
 provide  APIs  for  sizing  and  positioning  windows  ‒  and  generally  do  all  composition  internally  ‒
 mobile  and  embedded  platforms  may  provide  only  a  simple  fullscreen  surface  and  no  geometry
 manager  at  all.  This  constraint  served  as  a  major  development  driver  within  Qt  for  Embedded
 Linux:  to  provide  a  windowing  system  (the  Qt  Windowing  System,  QWS  [213])  where  none  was
 provided.  After  Nokia's  acquisition  of  Trolltech  in  2008,  the  maintenance  burden  of  having  two
 more of their own integrations to maintain ‒ Symbian OS and Embedded Linux (Maemo/Meego) ‒
 led  to  increased  focus  on  platform  abstraction.  It  was  this  challenge  which  eventually  led  to  a
 revamp in the entire porting strategy of Qt, and the development of QPA (and still well-known by its
 codename, "Lighthouse" [67]). Unlike QWS, QPA itself is not responsible for graphical composition
 of  windows;  it  is  only  an  access  layer  to  an  abstract  windowing  system.  In  general,  it  provides  a
 path for Qt applications to draw to the device's screen (or even an oﬀscreen surface). This gives the
 platform  implementor  the  freedom  to  provide  only  the  needed  entry  points  (e.g.  framebuﬀer
 drawing  and  input  handling)  while  leaving  other  portions  (e.g.  window  decorations  or  platform
 theming) unimplemented if desired. Due to these minimalist requirements, the task of porting Qt to
 a new platform tends to be much easier as compared to its predecessor, QWS.


As  discussed  in  section  2.2.2,  the  Windows  8  Modern  UI  does  not  use  a  DWM  with  traditional
 window geometry; rather, it uses a tiled approach, whereby application windows cannot be layered
 or  composed  atop  one  another,  and  they  always  have  the  same  height  as  the  screen  they  are
 running on. The single, top-level window for WinRT applications suggests a simpler implementation
 for  the  platform  integrator:  sizing  Qt  windows  becomes  trivial  (they  are  always  the  size  of  the
 native  window)  and  no  compositing  is  done.  This  simplicity  works  to  Qt's  advantage,  as  the  QPA
 plugin can be expected to deal with fewer window geometry and compositioning concerns. Beyond
 window  management,  there  are  still  matters  to  consider,  such  as  input  event  mapping,  hardware-
 accelerated graphics support, and native desktop "services" such as clipboard and URL support.


Input handling


Once  a  platform  integration  plugin  can  create  native  windows  (and  hopefully  paint  upon  them),
 interaction  support  can  be  added.  QPA  handles  this  by  providing  a  platfom-dependent  layer  for
 which to translate and queue events into the Qt event loop. The problem of abstracting input events
 is not a new one. Consider Linux, which has several competing APIs for functional user-mode event
 access.  This  is  because  on  the  lowest  level,  the  events  may  be  accessible  via  kernel  interfaces  ‒
 event  devices,  essentially  local  sockets  ‒  which  can  be  read  from  using  a  speciﬁc  protocol.  The
 tedium associated with this low-level approach has caused middleware projects such as mtdev [68]


and libinput [69] to be developed; providing higher-level abstraction for various Linux input event
 types. We can see parallels to this in the WinRT API, as it drops much of the cruft of earlier designs
 and  take  on  something  higher-level  and  more  object-oriented  than  found  in  Win32.  All  pointer
 events, for example, originate from the same event type (whether they come from a mouse, pen, or
 touchscreen),  and  are  based  on  asynchronous  event  listeners  with  full-ﬂedged  C++  objects
 containing the event arguments (as opposed to raw C structures or control codes found in low-level
 event systems). These "ready-made" events promise as a thinner layer of "glue" between the native
 event system and the translated Qt events.
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(21)OpenGL adaptation layer


Given the importance of OpenGL in Qt, another core objective of QPA is to provide an access layer
 to  it.  While  the  drawing  library  itself  is  standardized  and  widely  implemented,  the  process  of
 creating a context within which to use it has historically been platform-speciﬁc. In the past, the use
 of libraries such as GLEW [70] has been popular to smooth out diﬀerences between platforms; Qt
 solves  this  problem  by  abstracting  placing  these  access  points  in  QPA,  so  that  the  developer
 generally  does  not  need  to  deal  with  them  directly.  The  simplest  implementations  tend  to  be  done
 through EGL, the Khronos standard OpenGL access layer. For EGL usage, the developer generally
 only  needs  an  object  representing  the  native  window,  and  possibly  the  display.  While  the  setup  to
 obtain  these  native  handles  can  be  complex,  the  passing  of  these  handles  to  EGL  is  standard  and
 trivial. By hiding all this initialization code into the QPA plugin, Qt can operate on the principle that
 the plugin is capable of initializing a drawing surface for which Qt can perform its OpenGL duties.


Other native UI


Any  integration  point  which  lives  outside  of  the  application's  client  area  is  eligible  for  integration
 with  Qt  as  well.  Native  controls  which  live  inside  the  client  area  are  more  diﬀicult  to  commit  to,
 though, as they require more intricate weaving between Qt's own rendering technologies and those
 of the platform's.


By integration the additional controls discussed in section 2.2.3, a more native look and feel can be
 provided  by  Qt.  Context  and  system  menus,  for  example,  are  typically  deﬁned  by  the  operating
 system  (and  not  necessarily  painted  by  Qt).  As  previously  stated,  frameworks  might  "wrap"  these
 native  controls  (Titanium),  "emulate"  the  control  by  painting  directly  (Marmalade),  while  others
 embrace the idea of writing native platform UI directly instead (Xamarin). Native look-and-feel on
 WinRT is provided by its XAML component set, with Pivot [169] controls, GridView [170] layouts,
 and the lower CommandBar [171] being notable examples. Indeed, many of the additional integration
 points mentioned in the previous section have C++ APIs and can be integrated with the QPA plugin,
 but  how  they  are  integrated  visually  really  depends  on  the  control.  If  the  control  can  be  faithfully
 emulated  within  Qt's  paint  routines  and  painted  within  Qt's  canvas,  this  is  generally  a  good
 approach.  On the other hand, controls that can live outside the client area and overlaid upon the
 application  (such  as  context  menus,  dialogs,  and  Charms),  should  use  the  native  API.  Where  a  Qt
 API exist, an abstraction tends to already be made, while for features which don't translate well to
 other platforms - such as live tiles and Charms - can be placed in a platform-speciﬁc support library
 like Qt Windows Extras [214].


A roadmap for integration


Given  this  background  on  how  the  WinRT  API  works,  and  as  well  as  how  Qt's  abstraction  layer
serves  Qt  applications,  it  should  be  possible  to  connect  these  native  integration  points  to  the
existing QPA architecture in an elegant and predictable way.
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2.4 Requirements for a complete port


From the understanding of cross-platform abstraction, the experience gained with Qt on Metro, and
 armed with an understanding of how Qt integrates with the native WinRT interfaces, a strategy for
 bringing Qt to WinRT emerges. In order to get a high degree of functionality ‒ including support for
 the core modules and Qt Quick 2 ‒ there ﬁve key areas are addressed:


∙  Modify  the  build  system  for  compiling  Qt  itself,  as  well  as  Qt  applications.  This  includes  any
 platform-speciﬁc manifest ﬁles and packaging.


∙ Identify disallowed Win32 APIs used within the desktop Windows port and replace them with
 comparable WinRT APIs.


∙ Create a Qt platform abstraction (QPA) plugin to drive the Qt event loop, integrate with the
 graphics subsystem, and deliver user input to Qt applications.


∙ Provide solutions for missing middleware such as OpenGL.


∙ Adjust the tooling, such as the Qt Creator IDE, to help provide a "standard" Qt developer
 experience on the new platform.


By addressing these ﬁve requirements, a basic blueprint for completing the Qt for WinRT case study
 can  be  seen.  The  roadblocks  for  running  Qt  Quick  applications  on  the  new  platform  can  be  lifted,
 and application developers can begin to use Qt as a cross-platform solution on WinRT devices.



2.4.1 Tweaking the build system


Outside  the  Qt  library  codebase  itself,  there  is  considerable  build  system  code  which  must  be
 adjusted  when  a  new  toolchain  is  introduced.  Even  though  C++  compilers  and  linkers  may  be
 considered  standards-compliant,  there  is  no  universal  front-end  for  invoking  them.  To  borrow  an
 statement  from  Wojtczyk  and  Knoll  [5]  (who  prepared  an  API  abstraction  of  camera  capture
 libraries  across  the  three  major  desktop  environments),  a  platform-independent  project  "often
 already  fails  at  the  beginning  of  the  toolchain  ‒  the  build  system  or  the  source  code  project
 management".  The  argument  stands  that,  while  much  source  code  is  expected  to  build  across  a
 variety  of  toolchains  and  easily  linked  with  associated  standard  libraries,  the  build  systems
 themselves may not be inherently cross-platform, leading to fundamental structural issues from the
 beginning  of  the  project.  While  the  authors  were  discussing  CMake  [71]  ‒  a  cross-build  system
 makeﬁle  generator  notably  used  in  Qt's  inﬂuential  partner  project  KDE  ‒  Qt  certainly  has  been
 tasked to provide good build system support itself, and strives to do so via qmake [215].


Before  building  the  core  Qt  modules,  there  is  a  bootstrap  process  to  provide  a  minimal
 conﬁguration of the QtCore library; enough to build qmake and corresponding host tools to complete
 the  rest  of  the  build.  The  tool  that  starts  this  "bootstrapping"  on  Windows, configure.exe,  is  an
 essential  element  which  requires  modiﬁcation  with  each  new  toolchain  which  is  added  to  Qt.


Certainly, qmake  itself  shares  the  same  problem  when  it  comes  to  adding  support  for  new  build
 targets, and can be expected to require changes as well. Perhaps the biggest diﬀerence to desktop
 Windows  compilation  is  that  Qt  for  WinRT  must always  be  cross-compiled  (that  is,  the  resulting
 binaries  are  built  for  diﬀerent  platform  than  the  one  they  were  built  in).  While  not  very  common,
 the practice of cross-compiling binaries on Windows has been in use for years (e.g. by the Windows
 CE port), so some precedent to the issue can be expected.
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2.4.2 Playing nicely in the sandbox


While  QPA  does  cover  most  aspects  of  window  management  and  user  input,  it  does  not  deal  with
 other cross-platform challenges such as ﬁle I/O or networking. Much of Qt's codebase lives within
 private implementations (PIMPLs) which fall outside the administration of QPA. One of the reasons
 for  this  is  that  QPA  is  only  used  for  GUI  applications,  while  Qt  supports  non-GUI  applications  as
 well; hence, non-visual operations such as ﬁle I/O are not abstracted on the same level as the GUI
 portions of the port.


Naturally,  the  "base  platform"  for  WinRT  is  Windows  -  much  like  Linux  is  the  base  platform  for
 Android  and  Mac  OS  X  is  the  base  platform  for  iOS.  In  other  words,  the  base  platform  already
 provides  most  of  the  platform-dependent  codepaths;  the  extended  platform  is  essentially  an
 adjustment  to  this.  Using  Windows  as  a  base,  the  Win32  PIMPLs  provide  a  solid  foundation  for
 these implementations, but it is to be expected that some of this implementation must be rewritten
 for WinRT. As a result, the basic procedure of working through the core portions of Qt involves the
 following:


∙ Deﬁne a global platform macro (i.e. Q_OS_WINRT) for use in conditional compilation. Q_OS_WIN
 acts as the parent deﬁne, being deﬁned as it is for all Windows platforms. Additional conditions
 for Windows Phone can be handled with Q_OS_WINPHONE.


∙ Find references to Win32 APIs that are not supported using WinRT. This can be done simply by
 attempting to compile Qt using the Windows 8 SDK. The SDK provides a macro, WINAPI_FAMILY,
 which deﬁnes which APIs are allowed for which particular Windows platforms. WinRT


applications may set this to WINAPI_FAMILY_APP, which hides all unsupported APIs from the
 headers and results in compilation errors when they are used.


∙ When possible, ﬁnd a reasonable equivalent for the Win32 API. When not possible, mark the Qt
 API as unimplemented.


∙ Test the functionality once everything can be compiled. Eventually, run and pass Qt unit tests
 on these new implementations.


Another well-known challenge to framework developers has been WinRT's removal of access to the
 Windows virtual memory APIs [166]. These APIs allow an application to allocate memory which can
 be marked for execution. Executable memory can then be populated with generated machine code


‒ such as code emitted by a just-in-time (JIT) compiler ‒ and executed. Access to this system feature
is crucial for providing good performance in interpreted languages like JavaScript. This is relevant,
because Qt has had support for evaluating JavaScript statements since the introduction of Qt Script
in Qt 4.3 [72], and JavaScript forms the auxiliary scripting language of QML. Having an embedded
JavaScript  engine  allows  programmers  to  extend  their  applications  with  runtime  dynamic
expressions:  Qt  properties,  signals,  and  slots  could  now  be  bound  together  in  ways  which  are  not
restricted (or evaluated) at compile time. With the release of Qt 5.0, Google's V8 JavaScript engine
[73] (used by projects like Chromium [74] and node.js [75]) shipped as the JavaScript engine in use
within  Qt.  Applying  workarounds  for  use  of  these  JIT  compilation  techniques  is  crucial  for  any
sandboxed platform, including WinRT.
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